**《软件工程》**

**第1部分 软件工程基础**

1. **软件及软件工程介绍**
   1. 软件与软件危机
      1. 软件的作用

计算机软件已经成为世界舞台上最为重要的科技领域，商业、科学和工程都离不开软件技术。现在的软件技术具有产品和产品生产载体的双重作用。

* + 1. 软件的概念及特性

1. 软件的概念

一般可以将软件划分为系统软件、应用软件和介于这两者之间的中间件。

计算机软件的传统定义为：软件是计算机系统中与硬件相依存的另一部分，软件包括程序、数据及其相关文档的完整集合。

程序是按事先设计的功能和性能要求执行的指令序列；数据是使程序能正常操纵信息的数据结构；文档是与程序开发、维护和使用有关的图文材料。

1. 软件的特性
2. 形态特性。软件是无形的、不可见的逻辑实体。
3. 智能特性。
4. 开发特性。
5. 质量特性。
6. 软件的需求在软件开发之初常常是不确切的；
7. 软件测试技术存在不可或缺的局限性；
8. 已经长期使用或多次反复使用的软件没有发现问题，但这并不意味着今后的使用总不会出现问题。
9. 生产特性。
10. 管理特性。
11. 环境特性。
12. 维护特性。
13. 废弃特性。
14. 应用特性。
    * 1. 软件危机

软件开发周期长、成本高、质量差、维护困难，导致60年代末软件危机的爆发，其突出的实例是IBM公司在1963年-1966年开发的IBM 360机的操作系统。

软件危机发生的原因主要有以下方面：

1. 缺乏软件开发的经验和有关软件开发数据的积累，使得开发工作的计划很难制订；
2. 软件人员与用户的交流存在障碍；
3. 软件开发过程不规范，缺少方法论和规范的指导；
4. 随着软件规模的增大，其复杂性往往会呈指数型增长；
5. 缺少有效的软件评测手段，提交用户的质量差。
   1. 软件工程及其基本原理
      1. 软件工程的概念

软件工程是指导计算机软件开发和维护的工程学科。

采用工程的概念、原理、技术和方法来开发和维护软件，把经过时间考验而证明正确的管理技术和当前能够得到的最好的技术方法结合起来，以经济地开发出高质量的软件并有效地维护它，这就是软件工程。

* + 1. 软件工程的目标

软件工程的目标是运用先进的软件开发技术和管理方法来提高软件的质量和生产率，也就是要以较短的周期、较低的成本生产出高质量的软件产品，并最终实现软件的工业化生产。

衡量软件质量的6个特性：功能性、可靠性、可使用性、效率、可维护性和可移植性。

* + 1. 软件工程的基本原理

1983年美国TRW公司的B.W.Boehm概括出著名的软件工程7条基本原理：

1. 按软件生存周期分阶段制订计划并认真实施；
2. 坚持进行阶段评审；
3. 坚持严格的产品控制；
4. 使用现代程序设计技术；
5. 明确责任；
6. 用人少而精；
7. 不断改进开发过程。
   1. 软件生命周期

软件有一个孕育、诞生、成长、成熟和衰亡的过程，称此过程为软件生命周期或软件生存期。软件生存期由软件定义、软件开发和运行维护3个时期组成。

软件定义时期的主要任务是解决“做什么”的问题，它通常又分为3个阶段：问题定义、可行性研究和需求分析。

软件开发时期的主要任务是解决“如何做”的问题，通常由概要设计、详细设计、编码和测试4个阶段组成。

软件运行维护时期的主要任务是使软件持久地满足用户的需要，通常有四类维护活动：改正性维护、适应性维护、完善性维护和预防性维护。里程碑对于软件开发的管理非常重要。

开发过程中的典型文档包括：

1. 软件需求规格说明书；
2. 项目计划；
3. 软件测试计划；
4. 软件设计说明书；
5. 用户手册。

各个阶段所要完成的基本任务有：

1. 问题定义和可行性研究

本阶段要回答的关键问题是“到底要解决什么问题？在成本和时间的限制条件下能否解决问题？是否值得做？”

1. 需求分析

本阶段要回答的关键问题是“目标系统应当做什么？”

1. 软件设计

设计是软件工程的核心技术。本阶段要回答的关键问题是“如何做出目标系统？”

1. 程序编码和单元测试

本阶段要解决的问题是“正确地实现已做的设计”，即“如何编写正确的、可维护的程序代码？”

1. 集成和系统测试

测试是控制软件质量的重要手段，本阶段的主要任务是做集成测试和系统测试。

1. 软件运行和维护

已交互的软件投入正式使用，便进入运行阶段。

通常有4种类型的维护：改正性维护、适应性维护、完整性维护和预防性维护。

* 1. 软件工程方法学

把在软件生命周期全过程中使用的一整套技术的集合称为方法学(methodology)，也称为范型(paradigm)。

软件工程方法学包含3个要素：方法、工具和过程。

* + 1. 结构化方法学

结构化方法学也称为传统方法或生命周期方法。它采用结构化技术来完成软件开发的各项任务。这种方法学将软件生命周期的全过程分为若干个阶段，然后顺序地逐步完成每个阶段的任务。

* + 1. 面向对象方法

面向对象方法把数据和行为看成同等重要，是将数据和对数据的操作紧密地结合起来的方法。

* 1. 软件工程知识体系及知识域介绍

软件工程教育分为3个历史时期：

1. 1978年以前：软件工程的教育以计算机专业的一门孤立的课程形式存在；
2. 1978-1988年期间：早期的研究生教育；
3. 1988年以后：快速发展的研究生学科教育。

“SWEBOK指南”项目：

1. 软件工程知识体系指南的目标：
2. 促使软件工程本体知识成为世界范围的共识；
3. 澄清软件工程与其它学科的关系，并且确定软件工程学科的范围；
4. 反映软件工程学科内容的特征；
5. 确定软件工程本体知识的各个专题；
6. 为相应的课程和职业资格认证材料的编写奠定基础。
7. 软件工程知识体系指南的内容：

10个知识域(KA)，分为两类过程，一类是开发和维护过程，包括：软件需求、软件设计、软件构造、软件测试和软件维护；另一类是支持和组织过程，包括：软件配置管理、软件工程管理、软件工程过程、软件工程工具与方法和软件质量。

* 1. 软件产业的形成与发展
     1. 我国软件产业的形成

主要经历了四个阶段：

* 第一阶段：萌芽期(20世纪70年代至80年代初)
* 第二阶段：起步期(20世纪80年代初至80年代末)
* 第三阶段：进入期(20世纪90年代初至2000年初)
* 第四阶段：发展期(网络软件时期，2000年至今)
  + 1. 全球软件产业的发展

已经经历了比较完整的5代：

* 第一代：早期专业的服务公司(1949年-1959年)
* 第二代：早期软件产品公司(1959年-1969年)
* 第三代：强大的企业解决方案提供商的出现(1969年-1981年)
* 第四代：客户大众市场软件(1981年-1994年)
* 第五代：互联网增值服务(1994年至今)
  + 1. 软件产业的发展模式

1. 美国模式—技术与服务领导型
2. 印度模式—国际加工服务型
3. 爱尔兰模式—生产本地化型
4. 日本和欧洲模式—嵌入式系统开发型
5. 德国模式—企业级应用及自主研发型
   * 1. 软件工程在软件产业中的应用

一方面，软件产业离不开软件工程理论及其标准的指导；另一方面，软件产业的发展需要大量的软件工程人才。

1. **软件需求获取与确认**
   1. 软件需求获取的任务

软件需求是为了解决用户的问题和实现用户的目标，用户所需的软件必须满足的能力和条件。

业务需求、用户需求、系统需求、功能需求和非功能需求。

* 1. 软件需求的获取与确认过程

1. 获取
2. 协商
3. 说明与定义
4. 确认
   1. 快速原型化方法

原型法是这样一种软件开发技术，通过开发软件的初期版本让用户进行反馈来确认软件的可行性，研究开发技术或开发过程支持的其它问题。

快速原型法的重点是在开发过程的早期就开发出原型，使用反馈和分析提前，以支持开发过程。

使用原型可达到3个主要目的：明确并完善需求，研究技术选择方案，把原型发展为最终产品。

* 1. 基于用况的方法

基于用况的方法通过建立用况模型来获取与确定需求。

* + 1. 系统边界

系统边界是系统的所有内部成分与系统以外各种事物的分界线。

现实世界中的事物与系统的关系包括以下几种情况：

1. 某些事物位于系统边界以内，作为系统成分；
2. 某些事物将是与系统进行交互的参与者，系统中没有相应的成分作为它们的抽象表示，它们位于系统边界以外；
3. 有的事物可能既在系统内部有一个对象作为其抽象描述，而事物本身又在系统边界以外与系统进行交互；
4. 某些事物属于问题域，但与系统责任没有关系。
   * 1. 参与者
5. 概念与表示法

一个参与者(actor)定义了一组在功能上密切相关的角色，当一个事物与系统交互时，该事物可以扮演这样的角色。

参与者的标准图符是一个“人型符号”，参与者的名字放在图符的下方。

1. 识别参与者

参与者是在系统之外的与系统进行交互的任何事物。从3个方面识别参与者：

* 人员：直接使用系统的人员是参与者；
* 外部系统：所有与本系统交互的外部系统都是参与者；
* 设备：识别所有与系统交互的设备。

识别与组织参与者的指导策略：

1. 首先将精力集中于启动系统的参与者；
2. 考虑如何使用系统；
3. 对识别出来的参与者，记录其责任；
4. 若参与者存在着继承关系，则要予以建立。
   * 1. 用况
5. 概念与表示法

用况(use case)是描述系统的一项功能的一组动作序列，这样的动作序列表示参与者与系统间的交互，系统执行该动作序列要为参与者产生结果。

上述定义具有如下含义：

1. 使用用况来可视化、详述、构造和文档化所希望的系统行为；
2. 用况描述中的一个动作应该描述参与者或系统要完成的交互中的一个步骤；
3. 在用况中只描述参与者与系统彼此为对方直接做了些什么事，不描述怎么做，也不描述间接地做了些什么；
4. 系统所产生的结果，是指系统对参与者的动作要做出响应；
5. 用况描述的是参与者所使用的一项系统功能，该项功能应该相对完整，也即应该保证用况是某一项功能的完整的规格说明，而不能只是其中的一个片段；
6. 在用况描述中，由参与者首先发起交互的可能性较大，但有些交互也可能是由系统首先发起的。

在图形上，把用况表示成一个包含用况名字的椭圆。对用况的描述，可使用自然语言、活动图和伪码，也可使用用户自己定义的语言。

1. 用况与参与者之间的关系

在用况图中，一个参与者可以同多个用况交互，一个用况也可以同多个参与者交互。

把参与者与用况间的交互关系称为关联，用一条实线连起来。

1. 用况之间的关系

3种关系：包含、扩展和继承。

1. 包含

在两个或多个用况中经常存在着重复行为，为了避免重复，把重复行为放在一个用况中，原有的用况(基用况)再引入该用况(供应者用况)，这样就在用况间建立了包含关系。

用一个带箭头的虚线表示用况之间的包含关系。

1. 扩展

在一个或几个用况描述中，有时存在着可选的描述系统行为的片段。若存在这种情况，可以从用况中把可选的行为描述部分抽选出来，放在另一个用况(扩展用况)中，原来的用况(基用况)再用它扩展自己，以此来解决候选路径的复杂性。这样在描述基本动作序列的基用况和描述可选动作序列的扩展用况之间就建立了扩展关系。

用虚箭线表示用况之间的扩展关系。

1. 继承

用况之间的继承关系的含义和同类之间或参与者之间的继承关系一样。

用指向一般用况的带有封闭的空心箭头的实线来表示用况之间的继承关系。

1. 获取用况

可以从以下几个方面来获取用况：

1. 从参与者的角度获取用况；
2. 从系统功能的角度获取用况；
3. 利用场景获取用况。
   * 1. 用况图

用况图是一幅由参与者、用况以及这些元素之间的关系组成的图。这些关系是参与者和用况之间的关联、参与者之间的继承，以及用况之间的包含、扩展和继承。

* 1. 需求管理

需求管理要标识、控制和跟踪需求。

1. 需求标识和分类

最简单的方式是为每个需求赋予一个唯一的序列号。也可以按需求的抽象层次来进行数字编号。若需求量较大，则应进行分类组织，以便编写文档和使用。

1. 变更管理
2. 需求跟踪

进行需求跟踪的一个常见做法是建立需求矩阵。可根据需要定义需求矩阵中的需求关系，如依赖关系、从属关系、精化关系、实现关系等。

**第二部分 结构化软件开发方法**

1. **结构化分析建模**

深入描述软件的功能和性能，确定软件设计的约束和软件同其它系统元素的接口细节，定义软件的其它有效性分析。

**3.1 软件需求分析阶段的任务**

分为四个步骤：获取需求、分析需求、定义需求和验证需求：N、R1、R2和R3。

1. 获取需求

通过启发、引导从客户(或用户)那里得到原始需求是他们的业务要求(needs)，简称为N。

1. 需求分析

需求分析人员考虑以下几个方面：

1. 完整性；
2. 正确性；
3. 合理性；
4. 可行性：
5. 技术可行性；
6. 经济可行性；
7. 社会可行性。
8. 充分性。
9. 需求定义

作为软件开发的依据，必须将已经分析的需求清晰、全面、系统准确地描述为正式的文档。

1. 需求验证

为了确保已经定义的需求R2(需求规格说明)准确无误，并能为客户(或用户)理解或接受，需要对其进行严格的评审。这一评审一定要有客户(或用户)参加，并充分听取他们的意见。

**3.2 结构化分析方法简介**

传统的分析建模方法称为结构化分析(SA)方法。它是一种建模技术，在模型的核心是数据字典，它描述了所有的在目标系统中使用的和生成的数据对象。围绕这个核心有3种图：数据流图(DFD)，实体-关系图(ER图)和状态-迁移图(STD)。

**3.3 功能建模**

其思想就是用抽象模型的概念，按照软件内部数据传递、变换的关系，自顶向下逐层分解，直到找到满足功能要求的所有可实现的软件为止。功能模型用数据流图来描述。

3.3.1 数据流图的基本图形符号

数据源或数据汇点表示图中要处理数据的输入来源或处理结果要送往何处。

数据流表示数据沿箭头方向的流动。

加工是对数据对象的处理或变换。

数据存储在数据流图中起保存数据的作用，可以是数据库文件或任何形式的数据组织。

3.3.2 环境图

环境图(context diagram)也称为顶层数据流图(或0层数据流图)，它仅包括一个数据处理过程，也就是要开发的目标文件。

3.3.3 数据流图的分层

按照系统的层次结构进行逐步分解，并以分层的数据流图反映这种结构关系，能清楚地表达和容易理解整个系统。

画数据流图的基本步骤概括地说，就是自外向内，自顶向下，逐层细化，完善求精。

3.3.4 功能建模的方法和过程

(1)识别外部实体及输入输出数据流

(2)画出环境图(顶层数据流图)

(3)画出一层数据流图

(4)画出二层数据流图

**3.4 数据建模**

在结构化分析方法中，使用实体-关系建模技术来建立数据模型，也称为ER图。图中仅包含3种相互关联的元素：数据对象(实体)、描述数据对象的属性及数据对象彼此间相互连接的关系。

3.4.1 数据对象

数据对象是目标系统所需要的复合信息的表示，所谓复合信息是具有若干不同属性的信息。

3.4.2 属性

属性定义数据对象的特征，在ER图中用椭圆或圆角矩形表示属性。

3.4.3 关系

不同数据对象的实例3之间是有关联关系的，在ER图上用无向边表示，在无向边上可以标明关系的名字，也可以不标名字。可以将实例的关联分为三种：一对一关联、一对多关联、多对多关联。

**3.5 行为建模**

在需求分析过程中，应该建立起软件的行为模型。状态转换图(简称转换图)通过描绘系统的状态及引起系统状态转换的事件来表示系统的行为。

3.5.1 状态

状态是任何可以被观察到的系统行为模式，一个状态代表系统的一种行为模式，状态规定了系统对事件的响应方式。

在状态图中定义的状态可能有：初态、终态和中间态。初态用实心圆表示，终态用牛眼圆形表示，中间态用圆角矩形表示。

中间态可能包括三个部分：第一部分为状态的名称，第二部分为状态变量的名字和值，第三部分为活动表。第二、三部分可选。

活动部分的语法如下：

事件名(参数表)/动作表达式

3.5.2 状态转换

状态图中两个状态之间带箭头的连线称为状态转换。

3.5.3 事件

事件是在某个特定时刻发生的事情，它是对引起系统做动作或从一个状态转换到另一个状态的外部事件的抽象。

事件表达式的语法如下：

事件说明(守卫条件)/动作表达式

事件说明的语法如下：

事件名(参数表)

守卫条件是一个布尔表达式，动作表达式是一个过程表达式。

3.6 数据字典

数据字典以词条方式定义在数据模型、功能模型和行为模型中出现的数据对象和控制信息的特征，给出它们的准确定义，包括数据流、加工、数据文件、数据元素，以及数据点、数据汇点等。

3.6.1 词条描述

对于在数据流图中每一个被命名的图形元素均加以定义，其内容包括图形元素的名字，图形元素的别名或编号，图形元素的类别(如加工、数据流、数据文件、数据元素、数据源点或数据汇点等)、描述、定义、位置等。具体如下：

1. 数据流词条；
2. 数据元素词条；
3. 数据存储文件词条；
4. 加工词条；
5. 数据源点及数据汇点词条。

3.6.2 数据结构描述

有定义式、Warnier图等。

1. 定义式
2. Warnier图

3.7 加工规格说明

在对数据流图的分解中，位于层次树最低层的加工也称为基本加工或原子加工，对于每一个基本加工都需要进一步说明，这称为加工规格说明。

它应满足如下要求：

1. 对数据流图的每一个基本加工，必须有一个加工规格说明。
2. 加工规格说明必须描述基本加工如何把输入数据流变换为输出数据流的加工规格。
3. 加工规格说明必须描述实现加工的策略而不是实现加工的细节。
4. 加工规格说明中包含的信息应是充足的，完备的，有用的，没有重复的多余信息。

加工规格说明的内容可以包含叙述性正文、数学方程、图表等，也可以使用决策表和决策树。

3.7.1 决策表

在某些数据处理问题中，某个加工的执行需要依赖于多个逻辑条件的取值，此时可以用决策表(decision table)来描述。它由4个部分构成：左上部分是条件(condition stub)、左下部分是动作(action stub)、右上部分是条件项(condition entry)、右下部分是动作项(action entry)。

通常，将每一列条件项和动作项称作一条处理规则，它包含了一个条件取值组合和相应要执行的一组动作。

建立决策表的步骤如下：

1. 列出与一个具体过程(或模块)有关的所有操作。
2. 列出过程执行期间的所有条件(或所有判断)。
3. 将特定条件取值组合与特定的处理相匹配，消去不可能发生的条件取值组合。
4. 将右部每一纵列规定为一个处理规则，即对于某一条件取值组合将有什么动作。

3.7.2 决策树

它也是用来表达加工逻辑的一种工具。在构造决策树时，首先应从文档叙述中分清哪些是判定条件，哪些是判定结果。然后，从文档叙述中的一些连接词中，找出判定条件的从属关系、并列关系、选择关系等。

3.8 需求规格说明

按照国家标准GB/T8567-2006《计算机软件文档编制规范》。

3.8.1 软件需求规格说明

SRS描述了计算机软件配置项的需求以及为确保需求得到满足所使用的方法。

3.8.2 数据需求说明

DRD描述了在整个开发过程中所需处理的数据，以及采集数据的要求等。

1. **总体设计**

在软件生存期中，软件设计处于需求分析阶段及软件构造阶段(或编码阶段)的中间位置。

* 1. 软件设计的概念和目标
     1. 软件设计的概念

软件设计包括一套原理、概念和实践，可以指导高质量的系统或产品开发。设计原理建立了最重要的原则，用以指导设计人员工作。

* + 1. 软件设计的目标

软件设计的目标涉及性能、可靠性、成本、维护等多个方面的目标。一些可能的准则如下：

1. 性能准则
2. 可靠性准则
3. 成本准则
4. 维护准则
5. 最终用户准则
   1. 软件设计的任务

软件设计的主要任务是要解决如何做的问题，要在需求分析的基础之上，建立各种设计模型，并通过对设计模型的分析和评估，来确定这些模型是否能够满足需求。

* + 1. 软件设计的阶段与任务

从工程管理的角度，分为两个阶段：概要设计阶段和详细设计阶段。传统的结构化方法将软件设计划分为体系结构设计、数据设计、接口设计和过程设计4部分；而面向对象方法将软件划分设计划分为体系结构设计、类设计/数据设计、接口设计和构件级设计4部分。

* + 1. 结构化设计与结构化分析的关系

软件设计必须依据对软件的需求来进行，结构化分析的结果为结构化设计提供了最基本的输入信息。

* 1. 模块结构与数据结构

软件的结构包括两个部分，一部分为软件的模块结构，另一部分为软件的数据结构。

* + 1. 模块结果及表示

1. 模块

一个软件系统通常由很多模块组成，模块用矩形框表示，并用模块的名字标记它。可以按照在软件系统中的功能将模块划分为四种类型：

1. 传入模块
2. 传出模块
3. 变换模块
4. 协调模块
5. 模块结构
6. 树状结构
7. 网状结构
8. 结构图

结构图(SC)是精确表达模块结构的图形表示工具。

1. 模块的调用关系和接口；
2. 模块间的信息传递；
3. 两个辅助符号；
4. 结构图的形态特性。
   * 1. 数据结构及表示

典型的数据结构：标量项，链表，顺序向量，树状结构，网状结构，n维空间。

* 1. 创建良好设计的原则
     1. 分而治之和模块化
     2. 模块独立性

1. 松散耦合：非直接耦合，数据耦合，标记耦合，控制耦合，外部耦合，公共耦合，内容耦合。
2. 高度内聚：巧合内聚，逻辑内聚，时间内聚，过程内聚，通信内聚，信息内聚，功能内聚。
   * 1. 提高抽象层次：在最高的抽象层次上，可以使用问题所处环境的语言概括地描述问题的解决方案；在较低的抽象层次上，采用更过程化的方法，将面向问题的术语和面向实现的术语结合起来描述问题的解法；在最低的抽象层次上，则用某种程序设计语言来描述问题的解法。过程抽象和数据抽象是两种常用的抽象手段。
     2. 复用性抽象

复用是指同一实体不做修改或稍加修改就可以多次重复使用，将复用的思想用于软件开发，称为软件复用。将软件的重用部分称为软构件。

* + 1. 灵活性设计

保证软件灵活性设计的关键是抽象。

在设计中引入灵活性的方法如下：

1. 降低耦合并提高内聚(易于提高替换能力)；
2. 建立抽象(创建有多态操作的接口和父类)；
3. 不要将代码写死(消除代码中的常数)；
4. 抛出异常(由操作的调用者处理异常)；
5. 使用并创建可复用的代码。
   * 1. 预防过期
     2. 可移植性设计
     3. 可测试性设计
     4. 防御性设计
   1. 面向数据流的设计

面向数据流的设计方法也称为过程驱动的设计方法。

* + 1. 设计过程

1. 复查并精化数据流图；
2. 确定数据流图中数据流的类型，典型的数据流类型有变换型数据流和事务型数据流；
3. 导出初始的软件结构图；
4. 逐级分解；
5. 精化软件结构；
6. 导出接口描述和全局数据结构。
   * 1. 典型的数据流类型和系统结构
7. 变换型数据流与变换型系统结构图

工作过程大致分为3步：获取数据、变换数据和给出数据。

1. 事务型数据流与事务型系统结构图
   * 1. 变换型映射方法

是一系列设计步骤的总称。变换分析方法由4步组成：重画数据流图；区分有效(逻辑)输入，有效(逻辑)输出和中心变换部分；进行一级分解，设计上层模块；进行二级分解，设计输入、输出和中心变换部分的中、下层模块。

* + 1. 事务型映射方法

在很多软件应用中，存在某种作业数据流，它可以引发一个或多个处理，这些处理能够完成该作业要求的功能，这种数据流就叫做事务。

事务分析方法的步骤如下：

1. 识别事务流；
2. 规定适当的事务型结构；
3. 识别各种事务和它们定义的操作；
4. 注意利用公共模块；
5. 对每一事务，或对密切联系的一组事务，建立一个事务处理模块；
6. 对事务处理模块规定它们全部的下层操作模块；
7. 对操作模块规定它们的全部细节模块。
   * 1. 软件模块结构的改进方法
8. 模块功能的完善化；
9. 消除重复功能，改善软件结构；
10. 模块的作用范围应在控制范围之内；
11. 尽可能减少高扇出结构，随着深度增大扇入；
12. 避免或减少使用病态连接；
13. 模块的大小要适中。
    1. 接口设计
       1. 接口设计概述

接口设计的依据是数据流图中的自动化系统边界。

接口设计主要包括3个方面：模块或软件构件间的接口设计；软件与其它硬件系统之间的接口设计；软件与人(用户)之间的交互设计。

* + 1. 人机交互界面

1. 用户界面应具备的特性
2. 可使用性；
3. 灵活性；
4. 可靠性。
5. 用户类型

4种类型：

1. 外行型；
2. 初学型；
3. 熟练型；
4. 专家型。
5. 界面设计类型

从以下几个方面考察：

1. 使用的难易程度；
2. 学习的难易程度；
3. 操作速度；
4. 复杂过程；
5. 控制；
6. 开发的难易程度。
7. 设计详细的交互

若干准则：

1. 一致性；
2. 操作步骤少；
3. 不要“哑播放”；
4. 提供Undo功能；
5. 减少人脑的记忆负担；
6. 提高学习效率。

设计HCI(人机交互)类应注意以下几点：

1. 窗口需要进一步细化；
2. 设计HCI类；
3. 每个类包括窗口的菜单条、下拉菜单和弹出菜单的定义；
4. 每个类负责窗口的实际显示。
   1. 数据设计
      1. 文件设计
5. 顺序文件；
6. 直接存取文件；
7. 索引文件；
8. 分区文件；
9. 虚拟存储文件。
   * 1. 数据库设计

将数据库分为：网状数据库、层次数据库、关系数据库、面向对象数据库、文档数据库和多维数据库。

映射规则：

1. 数据对象(实体)的映射：采用横切和竖切的方法。
2. 关系的映射：
3. 一对一关系的映射；
4. 一对多关系的映射；
5. 多对多关系的映射。
   1. 软件设计规格说明

国家标准GB/T 8567-2006《计算机软件文档编制规范》中有关软件总体设计的文档是《系统/子系统设计(结构设计)说明(SSDD)》。

1. **详细设计与编码**
   1. 结构化程序设计

20世纪70年代，Dijkstra提出了程序要实现结构化的主张，并将这一程序设计称为结构化程序设计(structured programming)。

结构化程序需要符合两个条件：

1. 一个程序的代码块仅仅通过顺序、选择和循环3种基本控制结构进行连接；
2. 每个代码块只有一个入口和一个出口。

进行结构化程序设计时，需要遵循以下原则：

1. 使用语言中的顺序、选择、重复等有限的基本控制结构表示程序逻辑；
2. 使用的控制结构只准许有一个出口和一个入口；
3. 程序语句组成容易识别的块(block)，每块只有一个入口和一个出口；
4. 复杂结构应该用基本控制结构进行组合嵌套来实现；
5. 语言中没有的控制结构，可用一段等价的程序段模拟，但要求该程序段在整个系统中应前后一致；
6. 严格控制GOTO语句；
7. 在程序设计过程中，尽量采用自顶向下(top-down)，逐步细化(stepwise refinement)的方法，由粗到细，一步步展开。

5.1.2 自顶向下、逐步细化的设计过程

包括两个方面：一是将复杂问题的解法分解和细化成由若干个模块组成的层次结构；二是将每个模块的功能逐步分解细化为一系列的处理。

* 1. 过程设计的工具

表达过程规格说明的工具称为过程描述工具，分为以下三类：

1. 图形工具；
2. 表格工具；
3. 语言工具。

5.2.1 程序流程图

5种基本的控制结构：顺序型、选择型、先判定(while)型循环、后判定(until)型循环、多情况型(case)选择。

5.2.2 N-S图

为表示五种基本控制结构规定了五种图形构件。

5.2.3 PAD图

是日本日立公司提出的，设置了五种基本控制结构的图式，并允许递归使用。

5.2.4 伪代码

是一种介于自然语言和形式化语言之间的半形式化语言，是一种用于描述功能模块的算法设计和加工细节的语言，也称为程序设计语言(PDL)。

一般地，伪码的语法规则分为“外语法(Outer Syntax)”和“内语法(Inter Syntax)”。

* 1. 程序设计语言

程序编码阶段的任务是将软件的详细设计转换成用程序设计语言实现的程序代码。

5.3.1程序设计语言的性能

(1) 软件心理学的观点

软件心理学研究的任务是：关注人们对软件所关心的某些方面，如使用方便、简明易学、可靠性、减少故障发生率，以及使用户更加满意等。同时对机器功效、软件能力以及硬件限制也予以注意。

影响程序员心理的语言特性有如下5种：

1. 一致性；
2. 二义性；
3. 简洁性；
4. 局部性；
5. 传统性。

(2)软件工程的观点

1) 详细设计应能直接地容易地翻译成代码程序；

2) 源程序应具有可移植性；

3) 编译程序应具有较高的效率；

4) 尽可能应用代码生成的自动工具；

5) 可维护性。

5.3.2 程序设计语言的分类

分为4类：

1. 从属于机器的语言-第一代语言
2. 汇编语言-第二代语言
3. 高级程序设计语言-第三代语言
4. 第四代语言

5.3.3 程序设计语言的选择

1) 应用领域；

2) 系统用户的要求；

3) 编程语言自身的功能；

4) 编码和维护成本及开发环境；

5) 编程人员的技能；

6) 软件可移植性。

* 1. 程序设计风格
     1. 源程序文档化

1. 标识符的命名
2. 程序的注释
3. 视觉组织-空格、空行和移行
   * 1. 数据说明标准化
4. 数据说明的次序应该规范化，使数据属性容易查找，也有利于测试、排错和维护；
5. 当多个变量名用一个语句说明时，应当对这些变量按字母顺序排列；
6. 对于复杂的数据结构，应当使用注释对其进行说明。
   * 1. 语句结构简单化
7. 在一行内只写一条语句，并且采用适当的移行格式，使程序的逻辑和功能变得更加明确；
8. 程序编写首先应该考虑清晰性，不要刻意追求技巧性，使得程序编写得过于紧凑；
9. 程序编写得要简单，写清楚，直截了当地说明程序员的用意；
10. 除非对效率有特殊的要求，程序编写要做到清晰第一，效率第二；
11. 避免使用临时变量使得可读性下降；
12. 让编译程序做简单的优化；
13. 尽可能使用库函数；
14. 避免不必要的转移；
15. 尽量只使用3种基本的控制结构来编写程序；
16. 避免使用空的else语句和if…then if…语句；
17. 避免采用过于复杂的条件测试；
18. 尽量减少使用“否定”条件的条件语句。
    * 1. 输入/输出规范化

考虑以下原则：

1. 对所有的输入数据都进行检验；
2. 检查输入项的各种重要组合的重要性，必要时报告输入状态信息；
3. 使得输入的步骤和操作尽可能简单，并保持简单的输入格式；
4. 输入数据时，应允许使用自由格式输入；
5. 应允许默认值；
6. 输入一批数据时，最好使用输入结果标志，而不要由用户指定输入数据数目；
7. 在以交互式输入/输出方式进行输入时，要在屏幕上使用提示符明确提示交互输入的请求，指明可使用选择项的种类和取值范围；
8. 当程序设计语言对输入/输出格式有严格要求时，应保持输入格式与输出语句要求的一致性；
9. 给所有的输出加注释，并设计输出报表格式。
   1. 程序复杂程度度量
      1. McCabe方法

先画出控制流图，再计算控制流图中环路的个数。

1. 控制流图

可以将控制流图看做是退化的程序流程图。

1. 程序的环路复杂度
   * 1. Halstead方法

是根据程序中运算符和操作数的总数来度量程序的复杂度。

1. 实际的Halstead长度
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1. 预测的Halstead长度
2. 程序的潜在错误
3. **软件测试**

6.1软件测试的基本概念

6.1.1什么是软件测试

是在软件投入生产性运行之前，对软件需求分析、设计规格说明和编码的最终复审，是软件质量控制的关键步骤；软件测试是为了发现错误而执行程序的过程；或者说，软件测试是根据软件开发各阶段的规格说明和程序的内部结构而精心设计的一批测试用例(即输入数据及其预期的输出结果)，并利用这些测试用例去运行程序，以发现程序错误的过程。

6.1.2 软件测试的目的和原则

软件测试的目的提出以下观点：

1. 测试是程序的执行过程，目的在于发现错误；
2. 一个好的测试用例在于能发现至今未发现的错误；
3. 一个成功的测试是发现了至今未发现的错误的测试。

原则如下：

1. 应当把“尽早地和不断地进行软件测试”作为软件开发者的座右铭；
2. 测试用例应当由测试输入数据和与之对应的预期输出结果这两部分组成；
3. 程序员应避免检查自己的程序；
4. 在设计测试用例时，应当包含合理的输入条件和不合理的输入条件；
5. 充分注意测试中的群集现象；
6. 严格执行测试计划，排除测试的随意性；
7. 应当对每一个测试结果作全面检查；
8. 妥善保存测试计划、测试用例、出错统计和最终分析报告，为维护提供方便。

6.1.3 软件测试的对象

需求分析、概要设计、详细设计、程序编码等各阶段所得到的文档资料，包括需求规格说明、概要设计规格说明、详细设计规格说明以及源程序，都应该成为软件测试的对象。

确认(validation)：是一系列的活动和过程，其目的是想证实在一个给定的外部环境中软件逻辑的正确性；

验证(verification)：试图证明在软件生存期的各个阶段，以及阶段间的逻辑协调性、完备性和正确性。

确认和验证工作都属于软件测试。

6.1.4 测试信息流

测试过程需要如下3类输入：

1. 软件配置；
2. 测试配置；
3. 测试工具：回归测试。

6.1.5 测试与软件开发各阶段的关系

6.1.6 白盒测试与黑盒测试

1) 黑盒测试

已知产品的功能设计规格，可以进行测试证明每个实现了的功能是否符合要求，这就是黑盒测试。

2) 白盒测试

是对软件的过程性细节做细致的检查。

6.2 白盒测试的测试用例设计

6.2.1 逻辑覆盖

是以程序内部的逻辑结构为基础的设计测试用例的技术。

6.2.2 语句覆盖

是设计若干测试用例，运行被测程序，使得每一个可执行语句至少执行一次。

6.2.3 判定覆盖

就是设计若干个测试用例，运行被测程序，使得程序中每个判断的取真分支和取假分支至少经历一次。

6.2.4 条件覆盖

就是设计若干个测试用例，运行被测程序，使得程序中每个判断的每个条件的可能取值至少执行一次。

6.2.5 判定-条件覆盖

就是设计足够的测试用例，使得判断中每个条件的所有可能取值至少执行一次，同时每个判断本身的所有可能判断结果至少执行一次。

6.2.6 条件组合覆盖

就是设计足够的测试用例，运行被测程序，使得程序中每个判断的所有可能条件取值组合至少执行一次。

6.2.7 路径覆盖

就是设计足够的测试用例，覆盖程序中所有可能的路径。

6.3 基本路径测试

此法适用于模块的详细设计及源程序，其主要步骤如下：

1. 以详细设计或源代码作为基础，导出程序的控制流图；
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3. 确定线性无关的基本路径集；
4. 生成测试用例，确保基本路径集中每条路径的执行。

6.4 黑盒测试的测试用例设计

6.4.1 等价类划分

(1)划分等价类

(2)确定测试用例

(3)用等价类划分法设计测试用例的实例

6.4.2 边界值分析

(1)边界值分析方法的考虑

(2)选择测试用例的原则：6个。

6.5 软件测试的策略

6.5.1 单元测试

又称模块测试，是针对软件设计的最小单元-程序模块，进行正确性检验的 测试工作。其目的在于发现各模块内部可能存在的各种差错。

1. 单元测试的内容
2. 模块接口测试
3. 局部数据结构测试
4. 路径测试
5. 错误处理测试
6. 边界测试
7. 单元测试的步骤

辅助模块分为两类：

1. 驱动模块(driver)
2. 桩模块(stub)

6.5.2组装测试

1. 一次性组装方式
2. 增值式组装方式：自顶向下，自底向上，混合增值式
3. 组装测试的组织和实施

6.5.3 确认测试

又称为有效性测试。

1. 进行有效性测试(黑盒测试)
2. 软件配置复查
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前者是由一个用户在开发环境下进行的测试，也可以是公司内部的用户在模拟实际操作环境下进行的测试。

后者是由软件的多个用户在一个或多个用户的实际使用环境之下进行的测试。应尽可能由主持产品开发的人员管理。

1. 验收测试
2. 确认验收的结果：分为与预期相符和不符。

6.5.4 系统测试

是将通过确认测试的软件，作为整个计算机系统的一个元素，与计算机硬件、外设、某些支持软件、数据、人员等其它系统元素结合走在一起，在实际运行环境下，对计算机系统进行一系列的组装测试和确认测试。

6.5.5 测试的类型

功能测试、回归测试、可靠性测试、强度测试、性能测试、恢复测试、启动/停止测试、配置测试(配置命令测试、循环配置测试、修复测试)、安全性测试、可使用性测试、可支持性测试、安装测试、互连测试、兼容性测试、容量测试、文档测试。

6.6 人工测试

不要求在计算机实际执行被测程序，而是以一些人工的模拟技术和一些类似动态分析所使用的方法对程序进行分析和测试。

6.6.1 静态分析

要对源程序进行静态检验。主要方法如下：

1. 生成各种引用表：标号交叉引用表，变量交叉引用表，子程序、宏和函数表，等价表，常数表。
2. 静态错误分析
3. 类型和单位分析；
4. 引用分析；
5. 表达式分析；
6. 接口分析。

6.6.2 人工测试的几种形式

可以有效地发现30%~70%的逻辑设计和编码错误。

1. 桌前检查：由程序员自己检查自己编写的程序。
2. 代码评审：是由若干个程序员和测试员组成一个评审小组，通过阅读、讨论和争议，对程序进行静态分析的过程。
3. 走查：
4. 把材料先发给走查小组每个成员；
5. 借助于测试用例的媒介作用，对程序的逻辑和功能提出各种疑问。

6.7 调试

也称为排错或纠错，其任务在于为错误确切地定位，找出出错的根源，并且通过修改程序将其排除。可按如下步骤进行：

1. 针对测试提供的信息，分析错误的外部表现形式，确定程序出错的位置；
2. 研究程序的相关部分，找出导致错误的内在原因；
3. 修改相关的程序段，如果是设计导致的错误，则需修改相关的设计，以排除错误；
4. 重复执行以前发现错误的测试；
5. 如果重新测试表明修改无效，发生错误的现象仍然出现，则要撤销上述修改，再次进行信息分析，实施上述过程，直至修改有效为止。

**第3部分 面向对象软件开发方法**

1. **面向对象方法概述**
   1. 面向对象的基本思想

是一种运用对象、类、继承、聚合、关联、消息、封装等概念和原则来构造软件系统的开发方法。其基本思想包括以下内容：

1. 此方法要求从现实世界中客观存在的事物出发来建立软件系统，强调直接以问题域(现实世界)中的事物为中心来思考问题和认识问题，并根据这些事物的本质特征和系统责任，把它们抽象地表示为系统中的对象；
2. 用对象的属性表示事物的数据特征，用对象的操作表示事物的行为特征；
3. 通过抽象对事物进行分类；
4. 复杂的对象可以由简单的对象构成；
5. 运用抽象的原则，可以得到较一般的类和较特殊的类；
6. 对象之间通过消息进行通信，以实现对象之间的动态联系；
7. 用关联表达类之间的静态关系。
   1. 面向对象的主要概念和基本原则
      1. 主要概念
8. 对象
9. 类
10. 继承
11. 消息：把向对象发出的操作请求称为消息；
12. 关联：是两个或多个类之间的一个静态关系；
13. 聚合：一个对象由其它若干个对象作为其构成部分。
    * 1. 基本原则

主要有：抽象、分类、封装、消息通信、多态性、复杂性控制等。

* 1. 面向对象方法的发展史和现状简介

1. 雏形阶段

20实际60年代的Simula67，是面向对象语言的先驱。1972年发布了Smalltalk-72。

1. 完善阶段

1981年推出了Smalltalk-80。

1. 繁荣阶段

20世纪80年代中期到90年代。UML已成为世界性的建模语言。

* 1. 关于统一建模语言

定义了建立系统模型所需要的概念并给出了表示法。

UML 2.0规范由4部分组成：基础结构、上层结构、对象约束语言和图交换。

1. 面向对象分析

8.1 什么是面向对象分析

OOA是软件生命周期的一个阶段，具有一般分析方法所共有的内容、目标及策略。

1. 问题域与系统责任

问题域：被开发系统的应用领域，即在现实世界中这个系统所涉及的业务范围；

系统责任：被开发系统的应该具备的职能。

1. OOA模型

分为3个层次：对象层、特征层和关系层。

这3个层次分别描述了：系统中应设立哪些类对象，每一类对象的内部构成，每类对象与外部的关系。

1. OOA过程

在青鸟面向对象软件开发规范中总结出来的。

8.2 建立基本模型-类图

8.2.1 对象与类

(1)概念和表示法

1)概念

对象是具有明确语义边界并封装了状态和行为的实体，由一组属性和作用在这组属性上的一组操作构成，它是构成系统的一个基本单元。

类是对具有相同属性和操作的一组对象的抽象描述，即它为属于该类的全部对象提供了统一的抽象描述。

2)表示法

用一个由水平线划分为3个分栏的实线矩形表示类。在最上面的分栏放类名，中间的分栏放属性列表，最下面的分栏放操作列表。

(2)识别对象与类

1)考虑问题域

2)考虑系统边界

3)考虑系统责任

(3)审查与筛选

1)舍弃无用的对象

2)精简对象

3)推迟到OOD考虑的对象

(4)抽象出类并进行整理

1)对象分类

2)对类进行调整

A. 类的属性或操作不适合该类的全部对象

B. 属性及操作相同的类

C. 属性及操作相似的类

D. 对同一事物的重复描述

(5)认识对象的主动行为并识别主动对象

主动对象是具有主动行为的对象，在设计阶段是拥有线程或进程并能够启动控制活动的对象。

主动类是它的实例为主动对象的类。

4个识别主动对象的策略：

1. 从问题域和系统责任考虑，哪些对象将在系统中呈现主动行为；
2. 重点考虑直接与系统边界以外的参与者直接进行交互的对象，这些对象可能是主动对象；
3. 根据系统责任观察系统功能的构成层次，重点考虑完成最外层功能的对象是否应该定义为主动对象；
4. 通过逆向追踪操作的执行路径来发现主动对象。

(6)类的命名

遵循以下原则：

1. 应恰好符合这个类及它的特殊类的每一个对象；
2. 类的名字应反映每个对象个体，而不是整个群体；
3. 采用名词或带有定语的名词，并使用规范的词汇对类命名；
4. 考虑使用恰当种类的语言文字对类命名。

(7)建立类图的对象层

根据已经找到并确认的类，建立类图的对象层：

1. 用类符号表示每个类，应该使用建模工具把它们绘制出来，形成OOA的基本模型中的对象层；
2. 在类详细说明中填写各类的详细信息；
3. 在发现对象的活动中认识到属性和操作要随时加入类符号中，对于认识到的符号也是如此。

8.2.2 定义属性与操作

(1)属性

事物的静态特征用类的属性来表示。定义属性的活动是要把一个类的所有对象所共有的每一个静态特征抽出来，分别作为该类的一个单独的属性。

1. 概念

属性是用来描述对象静态特征的一个数据项。基本格式为：

[可见性] 属性名[:类型][=初始值]

1. 表示法
2. 识别属性

一些启发性策略：

1. 按照一般常识这个对象应该具有哪些属性？
2. 在当前的问题域中，这个对象应该有哪些属性？
3. 根据系统责任的要求，这个对象应该有哪些属性？
4. 建立这个对象是为了保存和管理哪些信息？
5. 为了在对象的操作中实现特定功能，需要增设哪些属性？
6. 对象有哪些需要区别的状态？是否需增加一个属性来记录这些状态？
7. 审查和筛选
8. 属性的定位

是指把属性放置到拥有它的那个对象所属的类的符号中。

1. 描述属性

包括对属性的命名和对属性的详细描述。

(2)操作

抽象为类的事物往往具有一定的行为。

1. 概念

操作是类的对象被要求执行的服务。基本格式为：

[可见性] 操作名[(操作列表)] [:返回类型]

1. 表示法

把操作的可见性表示为+(共有的)、#(受保护的)、-(私有的)或~(包范围的)。

1. 识别操作
2. 考虑系统责任；
3. 考虑问题域；
4. 分析对象状态；
5. 追踪操作的执行路线。
6. 审查与调整
7. 检查每个操作是否真正有用；
8. 检查每个操作是不是高内聚的。
9. 操作的定位

把操作放置在哪个对象中，应该与问题域中拥有这种行为的实际事物相一致。

1. 描述操作

包括对操作的命名和对操作的详细描述。

8.2.3 建立关系

继承、关联、聚合和依赖。

8.3 建立行为模型

UML中的一些图可用于建立行为模型。

8.3.1 顺序图

(1)概念及表示法

1)顺序图概述

是一种详细描述对象之间以及对象与参与者之间交互的图，它由一组相互协作的对象(或参与者)以及它们之间可发送的消息组成，它强调消息之间的顺序。

2)对象的生命线

表示对象(object lifeline)在一段时间内的存在。

3)执行规则说明

是一个对象执行一个操作的时期。

4)消息

是对象之间通信的规格说明，这样的通信用于传输将要发生的活动所需要的信息。分为同步消息和异步消息。

(2)建立顺序图

8.3.2 活动图

(1)概念与表示法

活动图是描述动作、动作的执行顺序以及动作的输入与输出的图，它由结点和边这两种基本元素构成。

1. 动作(action)

是规格说明行为的基础单元，用以描述系统中的活动，它是原子的和即时的。

活动(activity)是由一系列的动作构成的，也称它为动作表达式，用于描述系统的行为。

1. 控制流

是指当一个动作结束时，马上进入下一个动作。

1. 对象流

对象可以出现在控制流，用以描述在动作间输入与输出的数据。

1. 泳道

在对业务过程建模时，有时要把动作分组，每组由特定的履行者来执行。

(2)建立活动图

通常用活动图对业务过程和操作的算法建模。

1. 对业务过程建模

业务过程描述了工作的流程以及贯穿于其中的业务对象。

1. 对操作建模

用活动图对操作建模是指把活动图作为流程图来对操作的算法细节建模。

8.3.3 状态机图

(1)概念与表示法

它描述了一个对象在其生命期内因响应事件所经过的状态序列以及对这些事件所做出的反应。

1. 事件

是对一件事情的规格说明，它的发生可能引发对象的状态转移。

1. 信号事件

信号(signal)是对象之间的异步通信的规格说明。按照如下格式定义信号：

信号名’(‘用逗号分隔的参数列表’)’

1. 调用事件

对操作的调用的接收，导致一个调用事件，这样的操作由接收事件的对象实现。

1. 时间事件

在指定事件发生后，经过了一段时间或到了指定时间，就导致一个时间事件。

1. 改变事件(条件变为真事件)

用布尔表达式描述的指派条件变为真，就导致了一个改变事件。按如下格式定义事件：

事件名(用逗号分隔的参数列表)

参数的格式：参数名：类型表达式。

1. 状态(state)

是对象在其生存周期中满足某一条件、进行某种活动或等待某一事件的条件或状况。

1. 转移(transition)

分为状态内转移和状态间转移。格式如下：

时间触发器[(用逗号分隔的参数表)][监护条件][/动作表达式]

1. 状态内转移

是指在一个状态内由事件引起的动作或活动执行后，对象仍处于该状态的情形，即引发状态内转移的事件的发生不会导致状态的改变。

1. 状态间转移

是两个状态之间的关系，表示当一个特定事件出现时，且满足一定的条件，对象就从第一个状态(源状态)进入第二个状态(目标状态)，并执行一定的动作或活动。

1. 组合状态

是由两个或多个子状态构成的状态，其中的子状态还可以是组合状态。

(2)建立状态图

8.4 建立组织模型-包图

8.4.1 概念与表示法

包(package)是对模型元素分割的机制。

1. 包的层次型
2. 包中元素的命名：C:A:B
3. 包中元素的可见性

通过在元素名字前加上一个可见性符号来指示。分为：公共的(+)、私有的(-)、受保护的(#)或包范围的(~)。

1. 包间的关系

包之间除了可以具有拥有关系(包内有包)外，包之间还可以具有引入依赖和访问依赖。

引入依赖是两个包之间的一种许可依赖关系，一个包中的可见性为公共的模型元素，可以在指定的包中被引用。

访问依赖是两个包之间的一种许可依赖关系。

8.4.2 如何划分与组织包

基本策略：

1. 识别低层包

把在语义上接近的并倾向于一起变化的元素放在一个包中。

1. 合并或组织包

如果低层包数量过多，则考虑把它们合并成一个包，或用高层包组织它们。

1. 组织包的层次

包的层次不要过深。

1. 标识包中的模型元素的可见性
2. 建立包间的关系
3. **面向对象设计与测试**

9.1 什么是面向对象设计

从正面观察OOD模型，它包括一个核心部分，即问题域部分，还包括3个外围部分：人机交互部分、控制驱动部分和数据管理部分。

OOD过程由4项活动组成：问题域部分设计、人机交互部分设计、控制驱动部分设计和数据管理部分设计。

9.2问题域部分的设计

9.2.1 为复用类而增加结构

9.2.2 提高性能

9.2.3 增加一般类以建立共同协议

9.2.4 按编程语言调整继承

(1)对多继承的调整

(2)取消继承

方法1：把继承结构展平；

方法2：采用聚合的方法

9.2.5 对复杂关联的转化并决定关联的实现方式

(1)把关联类和N元关联转化为二元关联

(2)关联的实现方式：聚合、关联

9.2.6 调整与完善属性

按照语法：[可见性] 属性名[‘: ’类型][‘=’ 初始值]对属性的定义进行完善。

9.2.7 构造及优化算法

格式：[可见性] 操作名[‘(‘参数列表’)’][‘:’ 返回类型]

9.2.8 决定对象间的可访问性

9.2.9 定义对象

按照如下方式：

1. 用相应的类定义内存中的对象，包括静态声明和动态创建两种方式；
2. 当系统需要通过从外存读取数据来创建对象时，就先创建该对象，再从外存中读取这个对象数据，把数据赋值给对象的相应属性。

9.3 人机交互部分的设计

此部分是人和计算机之家交互信息的媒介，对它的设计涉及计算机科学、心理学、艺术学、认知科学、人机工程学等学科。

9.3.1 什么是人机交互部分

是OOD模型的组成部分之一，要解决人如何命令系统以及系统如何向用户提供信息等问题。

9.3.2 如何分析人机交互部分

(1)分析与系统交互的人员参与者

(2)从用况分析人机交互

9.3.3 如何设计人机交互部分

(1)设计输入与输出

1)设计输入

A. 确定输入设备

B. 设计输入界面

C. 输入步骤的细化

2)设计输出

A. 确定输出设备

B. 确定输出的形式与内容

C. 输出步骤的细化

(2)命令的组织

两种措施：分解、组合。

基本命令：使用一项独立的系统功能的命令；

命令步：它是执行一条基本命令的交互过程中所包含的具体输入步骤；

高层命令：如果一条命令是在另外一条命令的引导下被选用的，则后者称为前者的高层命令。

1. 用OO概念表达所有的界面成分

9.4 控制驱动部分的设计

9.4.1 什么是控制驱动部分

控制流是软件在处理机上顺序执行的一个动作序列。

9.4.2 控制流

在面向对象方法中，用一个主动对象表示一个独立的控制流，该对象驱动进程或线程，也即每个控制流都以一个表示独立的进程或线程的主动对象为根。

9.4.3 如何设计控制驱动部分

(1)识别控制流

(2)审查

(3)定义控制流

1) 控制流的描述

2) 控制流的表示

(4)进程间和线程间的通信

控制流间常用的通信机制主要有4种：操作调用、邮箱、共享存储器、远程过程调用。

对进程间和线程间的通信建模：

1. 对线程间的通信建模

同一个进程中的跨线程的对象间可以通过邮箱、共享存储器或操作调用进行通信。

1. 对进程间的通信建模

可以使用邮箱、远程过程调用和共享存储器进行进程之间的通信。

1. 控制流间的同步

9.5 数据管理部分的设计

9.5.1 什么是数据管理部分

永久对象(persistent object)是需要长期存储的对象，数据管理部分负责存储和检索永久对象。它还要封装对这些对象的查询和检索机制。

9.5.2 数据库和数据库管理系统

(1)关系数据库：是采用关系模型的数据库。

(2)面向对象数据库：是采用面向对象模型的数据库。

9.5.3 如何设计数据管理部分

(1)针对关系数据库的数据存取设计

1)对永久类的存储设计

2)定义数据库表

3)对关系的存储设计

A. 对关联的存储设计

B. 对聚合的存储设计

C. 对聚合的存储设计。

4)设计数据管理部分的类并修改问题域部分

(2)针对面向对象数据库的数据存取设计

(3)针对文件的数据存取设计。

9.6 面向对象测试的概念

9.6.1 面向对象软件测试的问题

(1)封装

(2)继承

(3)测试组织

9.6.2 面向对象软件测试的参考过程模型

|  |  |
| --- | --- |
| 面向对象的分析测试 | |
| 面向对象的设计测试 | |
| 面向对象的程序测试 | 面向对象的单元测试 |
| 面向对象的集成测试 |
| 面向对象的系统测试 | |

图 面向对象测试的参考过程模型

9.7 面向对象测试方法

9.7.1 面向对象的分析与设计测试

通常以文档审查的方式进行。

9.7.2 面向对象的程序测试

主要是要对可执行代码进行测试。

1. 单元测试：主要是考虑对类和类族的测试。
2. 对操作的测试
3. 对类层次的测试：不变式边界测试、模态类的测试、非模态类的测试。
4. 对类树的测试

类树是指一般类和特殊类形成的类结构。

1. 多态操作的调用；
2. 多态消息的测试；
3. 展平测试。
4. 类集成测试
5. 协作集成：就是集成测试时针对系统完成的特定功能，将相互协作的类集成在一起进行测试；
6. 基于事件(或消息)的集成；
7. 基于使用的集成；
8. 客户机/服务器的集成；
9. 分布式集成；

9.7.3 面向对象的系统测试

(1)功能测试：是用于确认软件系统是否满足了软件需求。

(2)其它。

还有可能进行性能测试、安装测试、易用性测试、兼容性测试和文档测试等。

**第4部分 软件生存期模型和软件体系结构**

1. **软件生存期模型**

也称为软件过程模型，是从软件项目需求定义直至软件运行维护为止。

10.1 软件过程框架的内容

(1)过程框架：定义了若干框架活动，这些活动适用于所有软件项目；

(2)普适应活动(Umbrella Activities)：如软件质量保证，软件配置管理和测量；

(3)框架活动：框架中的每一个活动都由一组软件工程动作组成，每一个动作又包含一个任务集合；

(4)任务集合：每一个集合由软件工程工作任务、项目里程碑、软件工程产品以及质量保证点组成。

10.1.2 通用过程框架

由5部分组成：沟通、策划、建模、构造和部署。

10.1.3 典型的普适应活动

包括以下几个方面：

1. 软件项目跟踪和控制；
2. 风险管理；
3. 软件质量保证；
4. 正式技术评审；
5. 测量；
6. 软件配置管理；
7. 可复用管理；
8. 工作产品的准备和生产。

10.2 传统软件过程模型

10.2.1 瀑布模型

特点如下：

1. 阶段间具有顺序性和依赖性；
2. 推迟实现的观点；
3. 质量保证的观点；

10.2.2 快速原型模型

快速原型是快速建立起来的可以在计算机上运行的程序。

10.2.3 增量模型

也称为渐进模型，把软件产品作为一系列的增量构件来设计、编码、集成和测试。

10.2.4 螺旋模型

最初是由Boehm于1988年提出来的，基本思想是：使用原型以及其它方法来尽量降低风险。

螺线上的每一个循环可以划分为4个象限，分别表达了4个方面的活动：目标设定、风险估计与弱化、开发与验证和计划。

10.2.5 喷泉模型

软件过程各个阶段之间的迭代或一个阶段内各个工作步骤之间的迭代。

10.3 现代软件过程模型

10.3.1 基于构件的开发模型

基于构件的软件工程(CBSE)是强调使用可复用的软件“构件”来设计和构造基于计算机的系统的过程。

典型的构件模型有3种：OMG/CORBA、Microsoft COM、Sun JavaBean构件。

10.3.2 形式化方法模型

10.3.3 面向方面的软件开发

如果某个关注点涉及系统多个方面的功能、特性和信息时，这些关注点通常称为横切关注点(crosscutting concerns)。方面的需求(aspectual requirements)定义了那些对整个软件体系结构产生影响的横切关注点。面向方面的软件开发(AOSD)通常称为面向方面编程(AOP)。

10.3.4 统一过程：UML

(1)统一过程的工作流：需求工作流、分析工作流、设计工作流、实现工作流和测试工作流。

(2) 统一过程的阶段：初始阶段、细化阶段、构造阶段和移交阶段。

10.3.5 敏捷过程模型

是一种新的软件开发管理模式，用以代替以文档驱动开发的瀑布开发模式。也称为轻量级开发方法。它强调以下方面：

1. 以人为本，注重编程中人的自我特长发挥；
2. 强调软件开发的产品是软件，而不是文档；
3. 客户与开发者的关系是协作，而不是合约；
4. 设计周密是为了最终软件的质量，但不表明设计比实现更重要，要适应客户需求的不断变化，设计也要不断跟进，所以设计不能“闭门造车”。
5. 极限编程

XP使用面向对象方法作为推荐的开发范型。包含了策划、设计、编码和测试4个框架活动规则和实践。

1. 自适应软件开发(ASD)

其生命周期包括思考、协作和学习3个阶段。

ASD团队通过3种方式学习：焦点组、正式的技术评审和事后剖析。

1. **软件体系结构**

11.1 软件体系结构的基本概念

11.1.1 什么是体系结构

体系结构设计是一系列决策和基本原理的集合，这些决策的目标在于开发高效的软件体系结构。

软件体系结构是具有一定形式的结构化元素，即构件的集合，包括处理构件、数据构件和连接构件。处理构件负责对数据进行加工，数据构件是被加工的信息，连接构件把体系结构的不同部分组合连接起来。

11.1.2 体系结构模式、风格和框架的概念

1. 模式

每个模式都描述了一个在我们的环境中不断出现的问题及该问题解决方案的核心。划分为3类：

1. 体系结构模式(architectural pattern)

表达了软件系统的基本结构组织形式或者结构方案，包括一组预定义的子系统，规定了这些子系统的责任，同时还提供了用于组织和管理这些子系统的规则和向导。如OSI参考模型。

1. 设计模式(design pattern)

为软件系统的子系统、构件或构件之间的关系提供一个精炼之后的解决方案，描述了在特定环境下，用于解决通用软件设计问题的构件以及这些构件相互通信时的各种结构。

1. 惯用法(idiom)

是与编程语言相关的低级模式，描述如何实现构件的某些功能，或者利用编程语言的特性来实现构件内部要素之间的通信功能。

2. 风格

体系结构风格定义了一个系统家族，即一个体系结构定义一个词汇表和一组约束。

3. 框架

是特定应用领域问题的体系结构模式，定义了基本构成单元和关系后，开发者可以集中精力解决业务逻辑问题。

11.1.3 体系结构的重要作用

以下几方面：

1. 其表示有助于风险承担者(项目干系人)进行交流；
2. 突出了早期设计决策；
3. 软件体系结构是可传递和可复用的模型。

11.2 典型的体系结构风格

11.2.1 数据流风格

管道/过滤器、批处理序列都属于数据流风格。

11.2.2 调用-返回风格

3种子风格：

1. 主程序/子程序风格
2. 面向对象风格：对象管理体系结构OMA、公共对象请求代理体系结构
3. 层次结构

11.2.3 仓库风格

数据库系统、超文本系统和黑板系统都属于仓库风格。

黑板系统由3部分组成：知识源、黑板数据结构和控制。

11.3 特定领域的软件体系结构

11.3.1 类属模型(generic model)

是从许多实际系统中抽象出来的一般模型，它封装了这些系统的主要特性。

11.3.2 参考模型

源于对应用领域的研究，它描述了一个理想化的包含了系统应具有的所有特征的软件体系结构。

11.4 分布式系统结构

11.4.1 多处理器体系结构

11.4.2 C/S体系结构：服务器、客户机和网络

两层C/S体系结构有两种形态：瘦客户机模型和胖客户机模型。

三层C/S体系结构将整个系统分为表示层、应用逻辑层和数据层。

B/S体系结构。

11.4.3 分布式对象体系结构

分布式对象的实质是在分布式异构环境下建立应用系统框架和对象构件，它将应用服务分割成具有完整逻辑含义的独立子模块(构件)。

当前主流的分布式对象技术规范有OMG的CORBA、微软公司的.NET和SUN公司的J2EE。

11.4.4 代理

代理可以用于构建带有隔离组件的分布式软件系统，该软件通过远程服务调用进行交互。

对象代理请求(ORB)有4个对象接口：对象服务、公共设施、领域接口和应用接口。

11.5 体系结构框架

11.5.1 模型-视图-控制器

即MVC框架，一个交互式应用系统由模型、视图和控制器3个部件组成。

模型对象：独立于外在显示内容和形式，代表应用领域中的业务实体和业务规则，是整个模型的核心。

视图对象：代表GUI对象，并且以用户需要的格式表示模型状态，是交互系统与外界的接口。

控制器对象：代表鼠标和键盘事件。

11.5.2 J2EE体系结构框架

是分层结构，中间的3层(表示层、业务层、集成层)包含应用程序构件，客户层和资源层处于应用程序的外围。

客户层：用户通过客户层与系统交互；

资源层：可以是企业数据库，电子商务解决方案中的外部企业系统，或者是外部SOA服务；

表示层：也称为Web层或服务器端表示层，用户通过表示层来访问应用程序；

业务层：包含表示层中的控制器构件没有实现的一部分应用逻辑；

集成层：负责建立和维护与数据源的连接。

11.5.3 PCMEF和PCBMER框架

1. PCMEF框架

表示-控制-中介者-实体-基础(PCMEF)是一个垂直层次的分层体系结构框架。包括四层：表示层、控制层、领域层和基础层。

表示层：包含定义GUI对象的类；

控制层：处理表示层的请求；

领域层：其实体包处理控制请求；

基础层：负责与数据库及Web服务的所有通信。

2. PCBMER框架

表示-控制器-Bean-中介者-实体-资源(PCBMER)。

Bean层：表示那些预先确定要呈现在用户界面上的数据类和值对象；

表示层：表示屏幕以及呈现Bean对象的UI对象；

控制器层：表示应用逻辑；

实体层：响应控制器和中介者；

中介者层：建立了充当实体类和资源类媒介的通信管道；

资源层：负责所有与外部持久数据资源(数据库、Web服务等)的通信。

11.6 体系结构建模

体系结构设计描述了建立计算机系统所需要的数据结构和程序构件。

一个好的体系结构设计要求为：

1. 软件模块的分层；
2. 编程标准的执行。

体系结构设计是一种管理模块依赖性的实践，它使用一种主动方法来管理软件中的依赖性。

对已实现软件的依赖性进行测量和管理的方法称为被动方法。

11.6.1 类及其依赖性

1. 类

2. 继承依赖性：多态继承、无多态继承、扩展继承和约束继承。

3. 交互依赖性

也称为方法依赖性，是通过消息连接产生的。

11.6.2 接口及其依赖性

1. 接口：是不可直接实例化的特殊集合的声明；

2. 实现依赖性：每一个类及该类实现的接口之间的依赖性；

3. 使用依赖性：通过类(接口)和它所需接口之间的依赖关系来说明需求接口。

11.6.3 包及其依赖性

1. 包：

有时也可将之称为层或子系统，是表示组织类的一种方式，用于划分应用程序的逻辑模型。

2. 包的依赖性

来自两个包中类之间的依赖性。

11.6.4 构件及其依赖性

传统的构件也称为模块，它承担如下3个重要角色之一：控制构件、问题域构件和基础设施构件。

为了支持复用，软件构件应具有以下特性：

1. 独立部署单元；
2. 作为第三方的组装单元；
3. 一个构件不能有任何可见状态；

软件构件是一种组装单元，它具有规范接口规格说明和显示的语境依赖，软件构件可以被独立部署，并被第三方任意组装。

11.6.5 结点和部署图

在UML中，分布式物理体系结构或系统任何其它体系结构都被描述为部署图，部署图中的计算资源(运行时的物理对象)被称为结点。将结点形象化地描述为立方体。

**第5部分 软件维护与软件管理**

1. **软件维护**

12.1 软件维护的概念

12.1.1 软件维护的定义

称在软件运行/维护阶段对软件产品所进行的修改就是所谓的维护。分为以下四种类型：

1. 改正性维护：诊断和改正错误的过程；
2. 适应性维护：为了使软件适应外部环境或数据环境可能发生的变化，而修改软件的过程称为适应性维护；
3. 完善性维护：

修改或再开发软件，以扩充软件功能、增强软件性能、改进加工效率、提高软件的可维护性，这种情况下进行的维护活动称为完善性维护。

1. 预防性维护

为了提高软件的可维护性、可靠性等，为今后的进一步改进软件打下良好的基础。

11.1.2 影响维护工作量的因素：系统规模、程序设计语言、系统年龄大小、数据库技术的应用水平、所采用的软件开发技术及软件开发工程化的程度，其它。

11.1.3 软件维护的策略

1. 改正性维护

2. 适应性维护

3. 完善性维护。

12.2 软件维护活动

12.2.1 软件维护申请报告

所有软件维护申请应按规定的方式提出。软件维护组织通常提供维护申请报告(maintenance request form, MRF)，或称软件问题报告，由申请维护的用户填写。

内部人员填写软件修改报告(software change report, SCR)。

12.2.2 软件维护工作流程

第1步是先确认维护要求。

“救火式”的紧急维护，是指如果发生的错误非常严重，不马上解决可能会导致重大事故，这样就必须紧急修改。

12.2.3 维护档案记录

12.2.4 维护评价：7种度量值

12.3 程序修改的步骤和修改的副作用

12.3.1 分析和理解程序

采用如下几种方法：

1. 分析程序结构图
2. 数据跟踪
3. 控制跟踪
4. 在分析过程中，应充分阅读和使用源程序清单和文档，分析现有文档的合理性
5. 充分使用由编译程序或汇编程序提供的交叉引用表、符号表，以及其它有用的信息
6. 如有可能，争取参加开发工作。

12.3.2 修改程序

1. 设计程序的修改计划

修改计划的内容包括以下几项：规格说明信息、维护资源、人员、提供。

采用自顶向下的方法，在理解程序的基础上做如下工作：

1. 研究程序的各个模块、模块的接口及数据库，从全局的观点提出修改计划；
2. 依次把要修改的、以及那些受修改影响的模块和数据结构分离出来；
3. 详细地分析要修改的，以及那些受变更影响的模块和数据结构的内部细节，设计修改计划，标明新逻辑以及要改动的现有逻辑；
4. 向用户提供回避措施；

2. 修改代码，以适应变化

12.3.3 修改程序的副作用以及其控制

所谓副作用是指因修改软件而造成的错误及其它不希望发生的情况，有以下3种副作用：

1. 修改代码的副作用
2. 修改数据的副作用
3. 修改文档的副作用

12.3.4 重新验证程序

1. 静态确认

2. 确认测试

(1)确认测试程序)

先对修改部分进行测试，然后隔离修改部分，测试程序的未修改部分，最后再把它们集成起来进行测试，这种测试称为回归测试。

(2)准备标准的测试用例

(3)充分利用软件工具帮助重新验证过程

(4)在重新确认过程中，需邀请用户参加

3. 维护后的验收

12.4 软件的可维护性

12.4.1软件可维护性的定义

所谓软件可维护性，是指纠正软件系统出现的错误和缺陷，以及为满足新的要求进行修改、扩充或压缩的容易程度。

可维护性、可使用性、可靠性是衡量软件质量的几个主要质量特性。

12.4.2 可维护性的度量

1. 可理解性

表明人们通过阅读源代码和相关文档，了解程序功能及其如何运行的容易程度。一个可理解的程序主要应具备以下一些特性：模块化，风格一致性，不使用令人捉摸不定或含糊不清的代码，使用有意义的数据名和过程名、结构化、完整性等。

2. 可靠性

表明一个程序按照用户的要求和设计目标，在给定的一段时间内正确执行的概率。度量的标准主要有：平均失效间隔时间(MTTF)，平均修复时间(MTTR)，有效性A(![](data:image/x-wmf;base64,183GmgAAAAAAAKAQAAIBCQAAAACwTAEACQAAA8gBAAACAKwAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIAAqAQEwAAACYGDwAcAP////8AAAAAEAAAAMD////G////YBAAAMYBAAALAAAAJgYPAAwATWF0aFR5cGUAAFAABQAAAAkCAAAAAgUAAAAUAmABzgUcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3RQdmtAQAAAAtAQAADAAAADIKAAAAAAMAAAAvKCkAtABmCQADBQAAABQCYAFsARwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83dFB2a0BAAAAC0BAQAEAAAA8AEAABgAAAAyCgAAAAALAAAATVRCRE1UQkRNRFQAPgHYAOoApgI+AdgA6gB8Aj4BFAEAAwUAAAAUAmABOgAcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAAHkLCiJE2RIAWLHxd2Gx8XcgQPN3RQdmtAQAAAAtAQAABAAAAPABAQAKAAAAMgoAAAAAAgAAAD0rNAsAA6wAAAAmBg8ATQFBcHBzTUZDQwEAJgEAACYBAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGAERTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoQBAAAAAAAAEJsYWNrAA8BAQACBIY9AD0CAINNAAIAg1QAAgCDQgACAINEAAIAgi8AAgCCKAACAINNAAIAg1QAAgCDQgACAINEAAIEhisAKwIAg00AAgCDRAACAINUAAIAgikAAAAACwAAACYGDwAMAP////8BAE4AAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQC0RQdmtAAACgAhAIoBAAAAAAEAAACU4xIABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==))。

度量可靠性的方法主要有如下两类：根据程序错误统计数字，进行可靠性预测；根据程序复杂性，预测软件可靠性。

3. 可测试性

表明验证程序正确性的容易程度。

1. 可修改性

表明程序容易修改的程度。设C是程序中各个模块的复杂性，n是必须修改的模块数，A是要修改的模块的复杂性，则要修改的难度D由下式计算：![](data:image/x-wmf;base64,183GmgAAAAAAACAGwAECCQAAAADzWQEACQAAA5wBAAACAJAAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALAASAGEwAAACYGDwAcAP////8AAAAAEAAAAMD////G////4AUAAIYBAAALAAAAJgYPAAwATWF0aFR5cGUAADAABQAAAAkCAAAAAgUAAAAUAmABKgQcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3vQtmtAQAAAAtAQAACQAAADIKAAAAAAEAAAAveQADBQAAABQCYAFGABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83e9C2a0BAAAAC0BAQAEAAAA8AEAAAwAAAAyCgAAAAADAAAAREFDeL4C1AEAAwUAAAAUAmABugEcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAALIICnlE2RIAWLHxd2Gx8XcgQPN3vQtmtAQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAAD15AAOQAAAAJgYPABUBQXBwc01GQ0MBAO4AAADuAAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABgBEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKEAQAAAAAAABCbGFjawAPAQEAAgCDRAACBIY9AD0CAINBAAIAgi8AAgCDQwAAAAALAAAAJgYPAAwA/////wEATgAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtALS9C2a0AAAKACEAigEAAAAAAQAAAJTjEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA)，若![](data:image/x-wmf;base64,183GmgAAAAAAAKADoAEBCQAAAAAQXAEACQAAA5QBAAACAIsAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKgAaADEwAAACYGDwAcAP////8AAAAAEAAAAMD////G////YAMAAGYBAAALAAAAJgYPAAwATWF0aFR5cGUAACAABQAAAAkCAAAAAgUAAAAUAmABvAIcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN37ApmBwQAAAAtAQAACQAAADIKAAAAAAEAAAAxeQADBQAAABQCYAFGABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83fsCmYHBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAARHkAAwUAAAAUAmABugEcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAAKYJCrtE2RIAWLHxd2Gx8XcgQPN37ApmBwQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAAD55AAOLAAAAJgYPAAsBQXBwc01GQ0MBAOQAAADkAAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABgBEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKEAQAAAAAAABCbGFjawAPAQEAAgCDRAACBIY+AD4CAIgxAAAAAAsAAAAmBg8ADAD/////AQBOAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AB+wKZgcAAAoAIQCKAQAAAAABAAAAlOMSAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)，则说明该程序修改困难。

1. 可移植性

表明程序转移到一个新的计算环境的可能性大小。或者它表明程序可以容易地、有效地在各种各样的计算环境中运行的容易程度。

1. 效率

表明一个程序能执行预定功能而又不浪费机器资源的程度。这些机器资源包括：内存容量、外存容量、通道容量和执行时间。

1. 可使用性

从用户的观点出发，把可使用性定义为程序方便、实用和易于使用的程度。一个可使用的程序应是易于使用的、能允许用户出错和改变，并尽可能不使用户陷入混乱状态的程序。

1. 其它间接定量度量可维护性的方法

12.5 提高可维护性的方法

12.5.1 建立明确的软件质量目标和优先级

12.5.2 使用提高软件质量的技术和工具

1. 模块化

2. 结构化程序设计

3. 使用结构化程序设计技术，提高现有系统的可维护性

(1)采用备用件的方法；

(2)采用自动重建结构和重新格式化点的工具(结构更新技术)；

(3)改进现有程序的不完善的文档；

(4)使用结构化程序设计方法实现新的子系统；

(5)采用结构化小组。

12.5.3 质量保证审查

1. 在检查点进行审查

2. 验收检查

是一个特殊的检查点检查，是交付使用前的最后一次检查，是软件投入运行之前保证可维护性的最后机会。

验收检查必须遵循的最小验收标准：

1. 需求和规范标准
2. 设计标准
3. 源代码标准
4. 文档标准

3. 周期性地维护审查

4. 对软件包进行检查

软件包是一种标准化了的、可为不同单位、不同用户使用的封装软件。

12.5.4 改进文档

程序文档是对程序总目标、程序各组成部分之间的关系、程序设计策略、程序实现过程的历史数据等的说明和补充。

历史文档有如下3种：

1. 系统开发日志：

它记录了项目的开发原则、开发目标、优先次序、选择某种设计方案的理由、决策策略、使用的测试技术和工具、每天出现的问题、计划的成功和是失败之处等。

1. 错误记载

它把出错的历史情况记录下来，对于预测今后可能发生的错误类型及出错频率有很大的帮助。

1. 系统维护日志

记录了在维护阶段有关系统修改和修改的目的的信息。包括修改的宗旨、修改的策略、存在的问题、问题所在的位置、解决问题的方法、修改要求和说明、注意事项、新版本说明等信息。

1. **软件项目管理**

13.1 软件项目管理概述

13.1.1 软件项目管理的目标

包括以下几个方面：

1. 达到项目预期的软件产品功能和性能要求，使用户认为这样的软件产品正是自己所期待的；
2. 时限要求；
3. 项目开销限制在预算之内。

13.1.2 软件项目管理涉及的几个方面

人员、产品、过程和项目(4P)。

1. 人员管理：共利益者、团队负责人和团队集体；
2. 产品管理
3. 过程管理
4. 项目管理

其任务是如何利用已有的资源，组织实施既定的项目，提交给用户适合的产品。

主要工作分为3类：计划及计划管理，资源管理和成果要求管理。

13.2 项目估算

13.2.1 项目策划和项目估算

项目策划是在项目开始初期阶段点的重要工作，其主要目标是得到项目计划，或者说计划是策划的结果。

项目策划中需要开展的活动有如下几项：

1. 确认并分析项目的特征；
2. 选择项目将遵循的生存期模型，确定各阶段的任务；
3. 确定应得到的阶段性产品以及最终产品；
4. 开展项目估算；
5. 制订项目进度计划；
6. 对项目风险进行分析；
7. 制订项目计划。

3个量的估算：规模、工作量和成本。

进行成本分析后就能够得到自己的生产率数值和人工价格：

* 生产率是平均每个人月完成的源程序行数，可记为KLOC/人月或FP/人月；
* 人工价为每人月的价值。

工作量=规模/生产率，成本=工作量X人工价

13.2.2 软件规模估算的功能点方法(function point)

简称FP方法，该方法克服了项目开始时无法得知源程序行数的实际困难，从软件产品的功能度(functionality)出发估算出软件产品的规模。

1. 功能度

建立了应用系统边界的概念，有5种类型的功能。

1. 外部输入

处理那些进入应用系统边界的数据或是控制信息。

1. 外部输出

处理离开应用系统边界的数据或是控制信息。

1. 内部逻辑文件

是用户可识别的逻辑相关数据或控制信息组，它可在应用系统边界之内使用。

1. 外部接口文件

是用户可识别的逻辑相关数据或控制信息构成的集合，该控制信息为应用系统所使用却被另一应用系统所支持。

1. 外部查询

是唯一的输入/输出组合，它为实现即时输出引起所需数据的检索。

1. 功能复杂性

将其分为简单的、中等的和复杂的3个等级。

1. 未调节功能点

![](data:image/x-wmf;base64,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)

其中![](data:image/x-wmf;base64,183GmgAAAAAAAAACYAIBCQAAAABwXgEACQAAA2kBAAACAJEAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJgAgACEwAAACYGDwAcAP////8AAAAAEAAAAMD///+m////wAEAAAYCAAALAAAAJgYPAAwATWF0aFR5cGUAAHAABQAAAAkCAAAAAgUAAAAUAuMBJgEcAAAA+wIi/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3oQlmoAQAAAAtAQAACgAAADIKAAAAAAIAAABpaj4AvAEFAAAAFAKAASIAHAAAAPsCgP4AAAAAAACQAQEAAAEAAgAQU3ltYm9sAAB1CgrTRNkSAFix8XdhsfF3IEDzd6EJZqAEAAAALQEBAAQAAADwAQAACQAAADIKAAAAAAEAAAB3agADkQAAACYGDwAXAUFwcHNNRkNDAQDwAAAA8AAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYARFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAAChAEAAAAAAAAQmxhY2sADwEBAAIEhMkDdwMAGwAACwEAAgCDaQACAINqAAABAQAAAAALAAAAJgYPAAwA/////wEATgAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAKChCWagAAAKACEAigEAAAAAAAAAAJTjEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA)是第i类功能度和第j级复杂性的影响参数；![](data:image/x-wmf;base64,183GmgAAAAAAAAACYAIBCQAAAABwXgEACQAAA2gBAAACAJAAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJgAgACEwAAACYGDwAcAP////8AAAAAEAAAAMD///+m////wAEAAAYCAAALAAAAJgYPAAwATWF0aFR5cGUAAHAABQAAAAkCAAAAAgUAAAAUAuMBKQEcAAAA+wIi/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3YgdmngQAAAAtAQAACgAAADIKAAAAAAIAAABpaj4AvAEFAAAAFAKAAS4AHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAFix8XdhsfF3IEDzd2IHZp4EAAAALQEBAAQAAADwAQAACQAAADIKAAAAAAEAAABDagADkAAAACYGDwAWAUFwcHNNRkNDAQDvAAAA7wAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYARFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAAChAEAAAAAAAAQmxhY2sADwEBAAIAg0MAAwAbAAALAQACAINpAAIAg2oAAAEBAAAACwAAACYGDwAMAP////8BAE4AAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCeYgdmngAACgAhAIoBAAAAAAAAAACU4xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)是第i类功能度和第j级复杂度功能点的个数。

1. 调节因子
2. 影响因子：共14个类型
3. 影响级：分为6级

复杂度调节因子为CAF为：![](data:image/x-wmf;base64,183GmgAAAAAAAKAMwAEBCQAAAABwUwEACQAAA78BAAACAKcAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALAAaAMEwAAACYGDwAcAP////8AAAAAEAAAAMD////G////YAwAAIYBAAALAAAAJgYPAAwATWF0aFR5cGUAADAABQAAAAkCAAAAAgUAAAAUAmABqAQcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3eAlmjwQAAAAtAQAAEwAAADIKAAAAAAgAAAAwLjY1MC4wMcAAYADAAAoCwABgAMAAAAMFAAAAFAJgAS4AHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAFix8XdhsfF3IEDzd3gJZo8EAAAALQEBAAQAAADwAQAADQAAADIKAAAAAAQAAABDQUZOAgHqABIJAAMFAAAAFAJgAYIDHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQU3ltYm9sAABlBwoCRNkSAFix8XdhsfF3IEDzd3gJZo8EAAAALQEAAAQAAADwAQEACgAAADIKAAAAAAIAAAA9K/wDAAOnAAAAJgYPAEMBQXBwc01GQ0MBABwBAAAcAQAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABgBEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKEAQAAAAAAABCbGFjawAPAQEAAgCDQwACAINBAAIAg0YAAgSGPQA9AgCIMAACAIIuAAIAiDYAAgCINQACBIYrACsCAIgwAAIAgi4AAgCIMAACAIgxAAIAg04AAAAACwAAACYGDwAMAP////8BAE4AAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCPeAlmjwAACgAhAIoBAAAAAAEAAACU4xIABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)。

1. 交付功能点：![](data:image/x-wmf;base64,183GmgAAAAAAAOALwAEBCQAAAAAwVAEACQAAA4MBAAACAJ8AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALAAeALEwAAACYGDwAcAP////8AAAAAEAAAAMD////G////oAsAAIYBAAALAAAAJgYPAAwATWF0aFR5cGUAADAABQAAAAkCAAAAAgUAAAAUAmABRgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3DAhmYgQAAAAtAQAAFQAAADIKAAAAAAkAAABERlBDQUZVRlAAFAHqAGoCAgHqABwCFAHqAAADBQAAABQCYAGOAxwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAAAZgoK80TZEgBYsfF3YbHxdyBA83cMCGZiBAAAAC0BAQAEAAAA8AEAAAoAAAAyCgAAAAACAAAAPbREBAADnwAAACYGDwA0AUFwcHNNRkNDAQANAQAADQEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYARFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAAChAEAAAAAAAAQmxhY2sADwEBAAIAg0QAAgCDRgACAINQAAIEhj0APQIAg0MAAgCDQQACAINGAAIEhtcAtAIAg1UAAgCDRgACAINQAAAACwAAACYGDwAMAP////8BAE4AAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQBiDAhmYgAACgAhAIoBAAAAAAAAAACU4xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)
2. 交付功能点与软件规模

软件的规模可用交付的源代码行数(DLOC)来表示。

1. 功能点方法的优点
2. DFP只与由规格说明得到的信息相关；
3. 与实现软件的语言无关。
4. 功能点方法的不足之处
5. 针对需求规格说明进行分析时，主观因素难以完全排除；
6. 非数据处理问题，如实时软件、系统软件、科学计算软件等功能点的上述计算方法并不适用；
7. DFP的计算目前尚不能借助工具自动完成。

13.2.3 软件开发成本估算

1. 专家判定-Delphi方法

(1)组织者发给每位专家一份软件系统的规格说明书和一张记录估算值的表格，请他们进行估算；

(2)专家详细研究软件规格说明书的内容，然后组织者召集小组会议，在会上，专家们与组织者一起对估算问题进行讨论；

(3)各位专家对该软件提出3个软件规模的估算值，即：![](data:image/x-wmf;base64,183GmgAAAAAAAIABQAIBCQAAAADQXQEACQAAA2UBAAACAI4AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAoABEwAAACYGDwAcAP////8AAAAAEAAAAMD///+m////QAEAAOYBAAALAAAAJgYPAAwATWF0aFR5cGUAAGAABQAAAAkCAAAAAgUAAAAUAuMB8gAcAAAA+wIi/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3YwlmHQQAAAAtAQAACQAAADIKAAAAAAEAAABpebwBBQAAABQCgAE6ABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83djCWYdBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAYXkAA44AAAAmBg8AEQFBcHBzTUZDQwEA6gAAAOoAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGAERTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoQBAAAAAAAAEJsYWNrAA8BAQACAINhAAMAGwAACwEAAgCDaQAAAQEAAAAACwAAACYGDwAMAP////8BAE4AAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQAdYwlmHQAACgAhAIoBAAAAAAAAAACU4xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==) (最小源代码行数)，![](data:image/x-wmf;base64,183GmgAAAAAAAMABQAICCQAAAACTXQEACQAAA2UBAAACAI4AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAsABEwAAACYGDwAcAP////8AAAAAEAAAAMD///+m////gAEAAOYBAAALAAAAJgYPAAwATWF0aFR5cGUAAGAABQAAAAkCAAAAAgUAAAAUAuMBQAEcAAAA+wIi/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3EAlmqwQAAAAtAQAACQAAADIKAAAAAAEAAABpebwBBQAAABQCgAE6ABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83cQCWarBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAbXkAA44AAAAmBg8AEQFBcHBzTUZDQwEA6gAAAOoAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGAERTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoQBAAAAAAAAEJsYWNrAA8BAQACAINtAAMAGwAACwEAAgCDaQAAAQEAAAAACwAAACYGDwAMAP////8BAE4AAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCrEAlmqwAACgAhAIoBAAAAAAAAAACU4xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==) (最小可能的源代码行数)，![](data:image/x-wmf;base64,183GmgAAAAAAAGABQAIACQAAAAAxXQEACQAAA2UBAAACAI4AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAmABEwAAACYGDwAcAP////8AAAAAEAAAAMD///+m////IAEAAOYBAAALAAAAJgYPAAwATWF0aFR5cGUAAGAABQAAAAkCAAAAAgUAAAAUAuMB1AAcAAAA+wIi/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3igpmTQQAAAAtAQAACQAAADIKAAAAAAEAAABpebwBBQAAABQCgAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83eKCmZNBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAYnkAA44AAAAmBg8AEQFBcHBzTUZDQwEA6gAAAOoAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGAERTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoQBAAAAAAAAEJsYWNrAA8BAQACAINiAAMAGwAACwEAAgCDaQAAAQEAAAAACwAAACYGDwAMAP////8BAE4AAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQBNigpmTQAACgAhAIoBAAAAAAAAAACU4xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)(最多源代码行数)。

(4)组织者对各位专家在表中填写的估算值进行综合和分类；

(5)组织者召集会议，请专家们对其估算值有很大差异之处进行讨论；

(6)在综合专家估算结果的基础之上，组织专家再次无记名地填写表格。

2. COCOMO模型

软件估算模型层次结构，称为构造式成本模型COCOMO。

1. 3种类型的软件：固有型项目、嵌入型项目和半独立型项目。
2. COCOMO的3级模型
3. 基本COCOMO模型
4. 中级COCOMO模型
5. 高级COCOMO模型

3. COCOMO II模型

其估算过程反映了任一开发项目的3个主要阶段：

1. 在开发的第一阶段，通常要建立一个原型来解决包括用户界面、软件与系统间的交互作用、软件的性能或是技术成熟性等高风险问题；
2. 在第二阶段开发工作进入了初步设计，设计人员要比较和选择软件的整体结构和运行方案；
3. 第三阶段是结构设计之后的工作。

其基本模型为：![](data:image/x-wmf;base64,183GmgAAAAAAAAAJQAIACQAAAABRVQEACQAAA+IBAAACAKAAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAgAJEwAAACYGDwAcAP////8AAAAAEAAAAMD///+1////wAgAAPUBAAALAAAAJgYPAAwATWF0aFR5cGUAAFAABQAAAAkCAAAAAgUAAAAUAqABdAYcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AWLHxd2Gx8XcgQPN3FwlmBgQAAAAtAQAACgAAADIKAAAAAAIAAAAoKdQBAAMFAAAAFAL0AKQEHAAAAPsCIv8AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAFix8XdhsfF3IEDzdxcJZgYEAAAALQEBAAQAAADwAQAACQAAADIKAAAAAAEAAABDKbwBBQAAABQCoAFGABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBYsfF3YbHxdyBA83cXCWYGBAAAAC0BAAAEAAAA8AEBAA8AAAAyCgAAAAAFAAAARUJTbVgAjgLqAJwBwgEAAwUAAAAUAqABnAEcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAAAkICktE2RIAWLHxd2Gx8XcgQPN3FwlmBgQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAD0pAAOgAAAAJgYPADYBQXBwc01GQ0MBAA8BAAAPAQAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABgBEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKEAQAAAAAAABCbGFjawAPAQEAAgCDRQACBIY9AD0CAINCAAIAg1MAAwAcAAALAQEBAAIAg0MAAAAKAgCDbQACAIIoAAIAg1gAAgCCKQAAAAsAAAAmBg8ADAD/////AQBOAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0ABhcJZgYAAAoAIQCKAQAAAAAAAAAAlOMSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)

式中：前者为基于规模的初始估算，后者为调节向量。

13.3 风险管理

13.3.1 什么是软件风险

1. 软件风险

把软件工程过程中可能出现的那些影响软件目标实现，或是可能造成重大损失的事件称为软件风险。

2. 风险的特点

(1)可能发生的事件；

(2)会给项目带来损失的事件；

(3)可能对其进行干预，以期减少损失。

3. 风险的分类

(1)依据危害性：成本风险、绩效风险和进度风险。

(2)从风险涉及的范围上考虑：项目风险、技术风险和商业风险(市场风险、策略风险、管理风险和预算风险)。

(3)其它风险：已知风险、可预知风险和不可预知风险。

13.3.2 风险管理的任务

1. 风险管理点的目标和策略

(1)目标：识别风险、采取措施

(2)策略：回避风险、转移风险和承受风险。

2. 风险管理活动

围绕风险评估和风险控制开展活动。

13.3.3 风险评估

1. 风险识别

检查单(checklist)是识别风险的有力工具。

2. 风险分析

任务是分析每个风险可能造成的影响，给出风险大小的量值。

3. 风险排序

风险高低是以风险显露(risk exposure)造成损失的大小来衡量。注意两个重要因素：风险概率和风险影响。

风险排序的步骤：4个。

13.3.4 风险控制

1. 风险管理策划

风险控制从风险管理策划开始，风险管理策划则是要针对每个已经识别和分析认为应该受控的风险制定风险管理计划。

2. 风险化解

是要实际消除风险或减轻风险。

把风险显露的损失差和风险减轻成本的比例称为风险杠杆(risk leverage)。

3. 风险监控

(1)随时监控的必要性

(2)跟踪监控

13.3.5 做好风险监控的必要性：12个。

13.4 进度管理

13.4.1 进度控制问题

1. 值得重视的现象

软件项目延期提交的原因：8个。

2. 制订项目进度安排的条件

有以下7条：

1. 项目分解：工作分解结构WBS；
2. 确定各部分之间的相互关系；
3. 时间分配；
4. 确定投入的工作量；
5. 确定人员的责任：任务责任矩阵；
6. 规定工作成果；
7. 规定里程碑。

13.4.2 甘特图(Gantt chart)

是表示工作进度计划以及工作实际进度情况最为简明的图式方法。

13.4.3 时标网状图(time scalar network)

13.4.4 PERT图

活动赋值与复审方法(PERT)也称网络图方法，也称关键路径法CPM。

13.5 需求管理

13.5.1 系统需求和软件需求

1. 系统和系统需求分配

(1)系统：基于计算机的系统或计算机控制的系统；

(2)系统需求分配

分配给软件的系统需求和分配的需求。

2. 软件需求

(1)软件需求的定义

按IEEE-STD-610标准的定义，软件需求是用户为解决某个问题或是为实现某个目标，要求软件必须满足的条件或能力。

软件需求的3个层次：业务需求、用户需求、功能和非功能需求(过程需求和外部需求)。

(2)质量功能展开QFD

是将客户的要求(needs)转化为软件技术需求的质量管理方法，于1970年在日本推出，其目标在于是软件工程过程最大程度地让客户满意。

分为3类：常规需求、期望需求和兴奋需求。

13.5.2 需求工程

是系统工程或软件工程中解决需求问题的一个崭新领域，其目标在于使工程得到的产品能够准确、真实地体现客户的需求，令客户满意。包括2个方面：

1. 需求开发

是在开发人员和客户双方密切配合下完成的，任务是得到需求规格说明。需求开发工作包括以下4个方面：获取需求、分析需求、定义需求和验证需求。

1. 需求管理

是要解决在需求开发之后，也即得到需求规格说明之后，在后继的开发过程中用户提出的新的需求或变更了原定的需求，在这种情况下开发工作应如何处理。

需求管理会涉及：变更控制、需求状态跟踪、需求跟踪和需求文档版本控制。

13.5.3 需求变更

1. 需求变更难于完全避免

2. 需求变更原因分析

(1)单纯的用户原因；

(2)市场形势变化引起的需求变更；

(3)系统因素；

(4)工作环境因素；

(5)需求开发工作缺陷。

3. 需求变更对软件开发工作的影响

(1)使得变更前的开发工作和成果失效；

(2)使得返工成为不得不采取的对策；

(3)势必带来软件开发计划的相应变更。

4. 需求变更失控可能导致的后果

得到的产品并不是用户所需要的产品。

1. 降低需求变更风险的策略
2. 在需求开发工作中要与客户充分交流；
3. 与用户共同确定需求，吸引用户参与需求开发十分重要，并且开发人员一定要认真听取客户意见；
4. 开发组织和用户双方签署的项目开发合同中应包括开发中对出现需求变更的应对条款；
5. 如果项目本身具有需求不易确定的特点，在项目启动时最好采用快速原型方法(rapid prototyping)或螺旋模型(spiral model)，以便在确认需求的基础上开发产品；
6. 在项目开始时，如估计到需求可能有变，则可在开发计划中适当留有余地，以防变更需求造成的被动；
7. 严格实施变更控制，使产品质量不致因需求变更受到影响。

13.5.4 需求变更控制

1. 需求变更控制要求

(1) 变更控制的策略：6个

(2) 需求变更影响的控制

(3) 变更控制的步骤：提出变更请求，审理变更请求、进行变更影响估计，批准变更请求，取得用户的认可，修订项目计划，实施变更，验证变更。

2. 需求变更控制实施

(1) 需求变更请求

(2) 需求控制流

13.5.5 可追溯性管理

1. 需求可追溯性与需求变更控制

2. 可追溯性管理的目标

使每一项需求均能追溯到：对应的设计、实现该项需求的代码以及测试此项实现的用例。

1. 两类不同的追溯：向前追溯和向后追溯。
2. 可追溯矩阵。

13.6 配置管理

13.6.1 什么是软件配置管理

其目的是为某个过程或某个项目的软件项建立和保持完整性，以便相关方能够使用它。要开展的活动包括：配置标识、配置控制、配置状态报告、配置评价以及发布管理、交互等。

把软件配置管理的对象称为软件配置项(software configuration item)，它包括：与合同、过程、计划和产品相关的文档及数据，源代码、目标代码和可执行代码，相关的产品。

软件配置管理的主要任务是：

1. 制订软件配置管理计划；
2. 实施变更管理，防止项目进行中因变更导致的混乱；
3. 实施版本管理和发布管理。

13.6.2 软件配置标识

制定适当的命名规则是配置标识的第一步，命名要求具有：唯一性，可追溯性。

通常需标识两类型对象：基本对象和复合对象。基本对象是由软件工程师在分析、设计、编码和测试时所建立的“文档单元”。复合对象是基本对象和其它复合对象的一个集合。

每个对象可用一组信息来唯一地标识，这组信息包括：(名字、描述、一组“资源”、“实现”)。

13.6.3 变更管理

1. 变更不可避免

变更管理的任务如下：

1. 分析变更，确定是否实施变更；
2. 记录变更信息，并追踪变更信息，
3. 确保变更在受控条件下进行。

2. 配置数据库

可分为开发库、受控库和产品库3类：

3. 基线和变更控制

基线(baseline)是软件生存期各开发阶段末尾的特定点，也被称为里程碑(milestone)。它的作用是把各阶段的开发工作划分得更加明确。

4. 变更管理过程

*提交变更请求表(CRF)*

*分析变更请求*

*如果 变更请求可接受 则*

*估计变更如何实现*

*估算变更成本*

*将CRF送交变更控制委员会(CCB)*

*如果 变更获准 则*

*重复*

*实施变更*

*记录变更*

*将变更的软件提交质量保证人员审查*

*直到 软件质量达到要求*

*由配置管理人员生成系统的新版本*

*否则 拒绝变更请求*

*否则 拒绝变更请求*

软件的变更通常有两类不同的情况：

1. 为改正小错误需要的变更；
2. 为了增加或删除某些功能，或者为了改变完成某个功能的方法而需要的变更。

13.6.4 版本控制

1. 版本管理和发行管理

(1) 版本管理(version management)

是对系统不同版本进行标识和跟踪的过程。

(2) 系统发行(system release)

是分配给客户的一个版本，每次系统发行都应有新的功能或是针对不同的系统运行环境。

2. 版本标识(version identification)

是由版本的命名规则决定的。

1. 号码顺序型版本标识
2. 符号命名版本标识
3. 属性版本标识

3. 发行管理

13.6.5 系统建立

是将系统的组件组合成完整的程序以执行某一特定目标配置的过程。

13.6.6 配置审核(configuration audit)

其目的是要证实整个软件生存期中各项产品在技术上和管理上的完整性。

13.6.7 配置状态报告(configuration status accounting)

任务：为了清除、及时地记载软件配置的变化，不致于到后期造成贻误，需要对开发的过程做出系统的记录，以反映开发活动的历史情况。

它提高了所有开发人员之间的通信能力，避免了可能出现的不一致和冲突。

1. **软件工程标准及软件文档**

14.1 标准的意义

是人们为在一定范围内获得最佳秩序，经协商一致制定，并由公认机构批准，共同使用和重复使用的一种规范性文件。

所谓的标准化是是指围绕着标准的制定与贯彻实施等方面的工作开展的一系列活动。

14.2 软件标准化的意义

14.3 标准的分类和分级

大致可分为推荐性标准和指导性技术文件两类。

按照标准的制定机构和适用范围，分为：

1. 国际标准：ISO、IEC(国际电工委员会)。
2. 国家标准：GB标准，ANSI标准(美国国家标准协会)，FIPS(NBS)(美国商务部国家标准局联邦信息处理标准)，BS(英国国家标准)，DIN(德国标准化协会)，JIS(日本工业标准)。
3. 行业标准
4. SJ：我国信息行业标准；
5. IEEE软件标准分技术委员会(SESS)；
6. GJB：中华人民共和国国家军用标准；
7. DOD-STD：美国国防部标准；
8. MIL-S：美国军用标准。
9. 地区标准
10. 企业标准(或企业规范)
11. 项目标准(或项目规范)

将国际标准转换为我国标准有三种情况：等同采用(IDT)、等效采用(EQV)、参照使用(NEQ)。

14.4 软件工程标准的制定与实施

建议、开发、咨询、审批、公布、培训、实施、审核和修订。

14.5 软件组织内的标准化工作

14.6 软件文档的作用和分类

(1) 什么是文档(document)

是指某种数据媒体和其中所记录的数据。

(2) 软件文档的作用

1) 提高软件开发过程的能见度；

2) 提高开发效率；

3) 作为开发人员在一定阶段的工作成果和结束标志；

4) 记录开发过程的相关信息；

5) 提供对软件的运行、维护和培训的相关信息；

6) 便于潜在用户了解软件的功能、性能等各项指标。

(3) 文档的分类

大致分为两类：工作表格和文档或文件。

按照文档产生和使用的范围，可分为3类：

1. 开发文档
2. 管理文档
3. 用户文档
4. 文档的内容

GB/T8567-2006《计算机软件文档编制规范》中给出了25种软件文档的编制要点。一般的工程项目利用其中的17种基本文档。

14.7 软件基本文档的内容要求

对17种基本文档的内容要求做简要的说明：

1. 可行性分析(研究)报告：该报告是项目初期所作项目策划的结论，报告应注重分析项目的要求；
2. 软件(或项目)开发计划：本计划描述的是软件开发人员要实施的开发工作计划；
3. 软件需求规格说明：该说明描述的是对软件配置项的需求，其目的在于每项需求均在项目实施中得到满足；
4. 接口需求规格说明：本文档描述为实现一个或多个系统、子系统、硬件配置项、软件配置项、手工操作、其它系统部件之间的一个或多个接口而施加在这些实体上的需求；
5. 系统/子系统设计(结构设计)说明：本文档描述的是系统或子系统的系统级或子系统级设计与体系结构设计；
6. 软件(结构)设计说明：本文档说明应描述软件配置项的设计；
7. 接口设计说明：该文档描述的是一个或多个系统或子系统，硬件配置项、软件配置项、人工操作或其它系统部件的接口特性；
8. 数据库(顶层)设计说明：该文档提到的数据库是指存储在一个或多个文件中的相关数据集合，其数据可由用户或计算机程序通过数据库管理系统访问；
9. 用户手册；
10. 测试计划；
11. 测试报告；
12. 软件配置管理计划；
13. 软件质量保证计划；
14. 开发进度月报；
15. 项目开发总结报告；
16. 软件产品规格说明；
17. 软件版本说明。

上述所有的17个文档，最终要向软件管理部门，或向用户回答下列问题：What、Where、When、Who、How、Why。

14.8 对文档编制的质量要求

体现在以下方面：

1. 针对性：文档编制以前应分清读者对象；
2. 精确性：文档的行文应当十分确切，不能出现多义性的描述；
3. 清晰性：文档编写应力求简明；
4. 完整性：任何一个文档都应当是完整的、独立的，它应自成体系；
5. 灵活性：
6. 应根据具体的软件开发项目，决定编制的文档种类；
7. 当所开发的软件系统非常大时，一种文档可以分成几卷编写；
8. 文档的详细程度；
9. 对规范条款可以扩展，进一步细分；
10. 程序的设计表现形式；
11. 建立一些特殊的文档种类要求；
12. 对于文档的表现形式，没有规定或限制。
13. 可追溯性。

14.9 文档的管理和维护

(1) 软件开发小组应设一位文档保管员，负责集中保管本项目已有的文档的两套主文本；

(2) 软件开发小组的成员可根据工作需要在自己手中保存一些个人文档；

(3) 开发人员个人只保存主文本中与其工作相关的部分文档；

(4) 在新文档取代旧文档时，管理人员应及时注销旧文档；

(5) 项目开发结束时，文档管理人员应收回开发人员的个人文档；

(6) 在软件开发过程中，可能发现需要修改已完成的文档，按照：-提议-评议-审核-批准-实施-的步骤加以严格的控制。

软件产品(包括文档和程序)在开发的不同时期具有不同的组合，这个组合随着软件开发工作的进展而在不断变化，这就是软件配置的概念。

1. **软件过程和软件过程改进**

影响提高软件产品质量和提高软件项目生产率的主要因素：人员、技术与设备以及过程。

15.1 软件过程概述

1. 过程概念

分解为两类子过程：一类是直接子过程(也称为基本过程)，一类是间接子过程(也称为支持过程)。

2. 过程要素：输入、输出、活动或进一步被分解的任务或作业、资源、测量与验证、过程目标。

3. 过程思维(process thinking)：

用对过程的共同思考去考虑问题。

4. 软件过程

以过程思维来重新认识软件业存在的问题。

15.2 软件生存期过程国际标准

软件生存期过程指的是软件生存期中可能出现的过程。

1. 结构

该标准分为两部分：与系统相关的过程和软件特有过程。

与系统相关的过程包括4类：协议过程、组织的项目实施过程、项目过程和技术过程。

软件特有的过程包括3类过程：软件实现过程、软件支持过程、软件复用过程。

1. 过程简述

7类43个过程：

1. 协议过程类
2. 组织的项目实施过程类
3. 项目过程类
4. 技术过程类
5. 软件实现过程类
6. 软件支持过程类
7. 软件复用过程类

15.3 软件过程成熟度

15.3.1 什么是软件过程成熟度

1. 软件过程成熟度(software process maturity)的概念

是软件过程改进的一个重要概念，它是指一个特定软件过程得到清晰的定义、管理、测量、控制以及有效的程度。

2. 不成熟的软件过程和成熟的软件过程的对比

15.3.2 过程制度化

1. 过程认同与过程制度化

当一个规范化过程已经渗入组织的日常生活之中，过程的要求已经变成全体员工的自觉行动，得到大家的认同和坚持遵循时，过程便成为制度化的(process institutionalization)。

2. 过程文化(process culture)

过程文化是指人们的习惯和行为受到过程思维和过程管理原则的影响。

1. 过程基础设施(process infrastructure)

包含了组织管理基础设施和技术基础设施两个方面：

1. 组织管理基础设施

组织和管理基础设施包括建立、监控和推进过程活动的岗位及其职责。如软件工程过程组(SPEG)和软件过程改进组(PIT)。

1. 技术基础设施

是支持SPEG和PIT的技术平台、计算机设施和工具。

15.4 软件能力成熟度模型(CMM/CMMI)

15.4.1 CMM与SEI

1. 什么是CMM

是能力成熟度模型(Capability Maturity Model)。划分为5个等级：1级被认为是成熟度最低，5级则是成熟度最高。

CMM给出了从混乱的个别过程达到成熟的规范化过程的一个框架。

2. SEI的软件过程研究

(1) 是软件工程研究所(Software Engineering Institute)。该机构隶属于卡内基-梅隆大学，于1984年成立。

SEI的任务是在软件工程领域中努力提高依赖软件的系统质量，促进软件开发和维护的工程化管理，为军方服务。

(2) CMM项目的主要负责人是Watts Humphrey、Mark Paulk等。

(3) 包括以下一些领域：CMM，基于CMM的过程评估，软件过程定义，个人软件过程(PSP)，团队软件过程(TSP)，软件工程测量与分析。

15.4.2 CMM的演化

15.4.3 CMM族与CMMI

1. 基于CMM的模型

* P- CMM
* SA- CMM
* IPD- CMM
* SE- CMM
* SSE- CMM

2. CMMI

将已有的几个CMM模型结合在一起，使之构成“集成模型”。

15.4.4 CMMI 1.2简介

1. CMMI模型的两种表示

分级表示和连续表示。

2. 两种表示的对比

3. 成熟度等级与能力等级

(1) 成熟度等级：初始级(ML1)、已管理级(ML2)、已定义级(ML3)、已量化管理级(ML4)、优化级(ML5)。

(2) 能力等级：不完备级(CL0)、已实施级(CL1)、已管理级(CL2)、已定义级(CL3)、定量管理级(CL4)、优化级(CL5)。

4. 过程域(process area)

是CMMI为实施软件过程改进的组织提出的若干个值得重视的软件过程。

5. 两种目标、两种实践

(1) 模型部件(model components)：也称为过程域部件。

包含3个模型部件：必需的部件、期望的部件和资料性部件。

(2) 共用目标和共有实践(GP)：5个共用目标(generic goals，GG)。

(3) 共用目标和共有实践的要点：

* GG 1达到专用标准
* GG 2将已管理过程制度化
* GG 3将已定义过程制度化
* GG 4将已量化管理级制度化
* GG 5将优化过程制度化

(4) 制度化要求

涉及从2级到5级的每个等级。

1. 专用目标和专用实践

专用目标(SG)给出了满足某个过程域应该达到的一组特定目标；

专用实践(SP)则规定了为达到过程域的专用目标需要开展的一些活动或者说是一组最佳实践。

15.4.5 CMMI评估

1. 标准评估方法：SCAMPI

2. 评估原则

3. 评估实施

考虑以下问题：

* 确定评估的范围
* 选定评估实施的等级A、B或C
* 确定评估组成员
* 确定被评组织参加访谈的人员
* 确定评估要得到的结论形式
* 制订评估的约束条件
* 制订评估实施计划

15.5 软件过程改进

15.5.1软件过程改进的IDEAL模型

经历5个阶段：

1. 启动阶段(initiating)

主要工作包括：激励变更、确定变更范围、着手发动、建立基础设施。

1. 诊断阶段(diagnosing)

主要工作包括：表征现行的过程状态和期望的状态，提出过程改进的建议。

1. 建立阶段(establishing)

包括：安排优先顺序、确定改进途径和策划行动。

1. 行动阶段(acting)

包括：提出改进方案，试行解决方案，改进解决方案，正式实施解决方案。

1. 提高阶段(leveraging)

包括：分析和确认已实施方案，提出后续行动建议。

15.5.2软件过程改进框架

(1) 过程改进框架

对其4个方面给予说明：

1. 过程改进基础设施：组织管理基础设施和技术基础设施。
2. 过程改进路线图
3. 软件过程评估方法
4. 软件过程改进计划

(2) 软件过程改进循环

4个步骤构成的循环：评估、计划、改进、监控。

有经验表明，整个循环需要12~30个月的时间。

15.5.3 有效的软件过程

(1) 有效的软件过程应具备的条件

1) 过程得到遵循

2) 过程受到督促检查

3) 过程要有测量

4) 以过程要求为内容进行培训

5) 明确过程所有者

6) 管理者对过程的有效支持

7) 把对员工激励和过程目标的实现集合起来

8) 新员工接受过程培训

9) 员工对过程的意见受到鼓励、分析和引导

10) 过程得到技术的适当支持

(2) 建立使软件过程更为有效的机制

1) 明确过程的所有者

2) 组织培训

3) 对过程实施情况进行测量，收集过程实施的反馈意见

4) 吸收过程使用者的反馈意见

5) 吸收来自企业外部的意见

6) 实施过程的督促与检查